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Abstract

SECURE BIOMETRIC SYSTEMS

By

Umut Uludag

Traditional personal authentication systems that are based on knowledge (e.g.,

password) or physical tokens (e.g., ID card) are not able to meet strict security per-

formance requirements of a number of modern applications. These applications gen-

erally make use of computer networks (e.g., Internet), affect a large portion of popu-

lation, and control financially valuable and privacy-related tasks (e.g., e-commerce).

Biometrics-based authentication systems that use physiological and/or behavioral

traits (e.g., fingerprint, face, and signature) are good alternatives to traditional meth-

ods. These systems are more reliable (biometric data can not be lost, forgotten, or

guessed) and more user-friendly (there is nothing to remember or carry). In spite

of these advantages of biometric systems over traditional systems, there are many

unresolved issues associated with the former. For example, how secure are biometric

systems against attacks? How can we guarantee the integrity of biometric templates?

How can we use biometric components in traditional access control frameworks? How

can we combine cryptography with biometrics to increase overall system security?



In this dissertation, we address these issues and develop techniques to eliminate

associated problems. Firstly, we analyze attack robustness of fingerprint matchers,

and develop algorithms for circumventing them. The proposed approach is shown to

be very successful in bypassing the security associated with fingerprint systems. Fur-

ther, we develop methods to counter this attack. Secondly, we develop algorithms for

increasing the security of image-based (e.g., fingerprint and face) biometric templates,

via embedding additional information in them. We show that these algorithms do

not reduce biometric matching performance. Thirdly, we develop a secure multime-

dia content distribution framework that includes fingerprint matching. This provides

another line of defense against the piracy of copyrighted data. Finally, we develop

a hybrid system that combines traditional cryptography with fingerprint biometrics.

The security associated with cryptographic algorithms and the user-friendliness of

biometrics coexist in such systems.
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Chapter 1

Introduction

1.1 Biometrics and Security

With the proliferation of large-scale computer networks (e.g., Internet), the increasing

number of applications making use of such networks (e.g., e-commerce, e-learning),

and the growing concern for identity theft problems, the design of appropriate per-

sonal authentication systems is becoming more and more important. Systems that

have the ability to authenticate persons (i) accurately, (ii) rapidly, (iii) reliably, (iv)

without invading privacy rights, (v) cost effectively, (vi) in a user-friendly manner,

and (vii) without drastic changes to the existing infrastructures are desired. Note

that some of these requirements conflict with the others. The traditional personal

authentication systems that make use of either a (secret) piece of knowledge (e.g.,

password) and/or a physical token (e.g., ID card) that are assumed to be utilized only

by the legitimate users of the system are not able to meet all of these requirements.

Biometrics-based personal authentication systems that use physiological and/or

1



behavioral traits (e.g., fingerprint, face, iris, hand geometry, signature, voice . . . )

(see Fig. 1.1) of individuals have been shown to be promising candidates for either

replacing or augmenting these traditional systems [22, 34]. They are based on entities

(traits) that are actually bound with the individual at a much deeper level than, for

example, passwords and ID cards. As a result, they are more reliable since biometric

information can not be lost, forgotten, or guessed easily. They lead to increased user

convenience: there is nothing to remember or carry. They improve the authentication

accuracy: the system parameters can be tuned so that the probability of illicit use of

the system can be reduced. Further, the cost of incorporating biometric components

into an authentication system is continually decreasing, whereas the cost of relying

on traditional authentication mechanisms is increasing. It has been reported that

around 25% of all help desk calls are related to password resets, with a cost of around

$20 per reset [2].

As a comparison of traditional and biometrics-based systems, Figures 1.2, 1.3

and 1.4 show the block diagrams of these three types of authentication. Note that

verification refers to the authentication procedure when the user claims an identity

(I) and the output is a (Yes/No) decision. On the other hand, during identification

the user does not claim an identity: the authentication system searches the entire

database of enrolled users for a match, and if there is a match, it outputs the identity

of the user I.

In the password-based scheme the user submits a password P , which is generally

passed through a one-way hash function (e.g., MD5 [56]) resulting in P ′ (this assures

that even users with super-user privileges can not access passwords). This, along

2



  

 (a) (b) (c)

 

 
 

 (d) (e) (f)

Figure 1.1: Sample biometric traits: (a) fingerprint, (b) face, (c) iris, (d) hand geom-
etry, (e) signature, and (f) voice.

with the identity I is saved in a database during enrollment. During verification,

the user submits the password Pv, whose hash P ′v is compared to P ′, the hash value

retrieved from the database. A “Yes” decision is the output if and only if the two

hashes are the same (which indicates that, with very high probability, Pv = P due to

the characteristics of hash functions).

In the ID card-based scheme, the user’s identity I and credentials C (e.g., her

birth certificate, diploma, signature) are checked by the authenticating institution

(e.g., a university registrar’s office), which stores this information in a database. It

also generates the token IDI,C,A that can include the identity, credential (e.g., signa-

ture) and access privileges A (e.g., string “Graduate Assistant” printed on the card,

an RFID (Radio Frequency Identification) tag with a code to open laboratory doors).
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This token can also contain entities to bind the token only with the authenticating

institution, such as an embossed seal, specific logo, or bar code to eliminate illegal

reproduction of the token. In a supervised authentication application (where a human

attendant is available), the user’s card IDI,C,A and her credentials (e.g., signature)

are checked for consistency by a (human) supervisor: if these data match, the super-

visor accepts the user. In an unsupervised application, just the presence/validity of

the card is checked (e.g., checking whether it has a specific RFID tag).

In the fingerprint-based scheme, during enrollment the user presents her finger

F to the sensor, whose output Fs (e.g., fingerprint image) is passed through a fea-

ture extractor to arrive at the template Ft, which, along with the identity I of the

user, is saved in a database (note that this database can be central, such as a law

enforcement database or local, such as a smart-card issued to an individual). During

verification, the user’s fingerprint is captured again, and the generated template Fv,t

is matched against the database template Ft corresponding to the claimed identity

I. If these two representations are “close enough”, the matcher outputs a “Yes” de-

cision. This decision is generally based on a similarity (dissimilarity) measure: if the

similarity (dissimilarity) score between two representations is higher (lower) than a

specific threshold T , a “Yes” decision is output, otherwise, a “No” decision is out-

put. Conversely, during identification, the user’s template generated online, Fi,t, is

matched against all the database templates. If there is a match, the matcher outputs

the associated identity I of the user.

Authentication accuracy and user convenience can be quantified using the metrics

False Accept Rate (FAR) and False Reject Rate (FRR), respectively. FAR is the

4



 

Decision (Y/N) 

User Hash Function P  P′  Database 

I  

Enrollment 

Verification 

User Hash Function vP  vP ′  

Database 

Comparator 

I

P′  

Figure 1.2: Knowledge-based (password) authentication.

probability that an imposter access attempt will be successful; FRR is the probability

that a genuine access attempt will fail. Equal Error Rate (EER) denotes the point

where FAR = FRR. Another commonly used metric is Genuine Accept Rate (GAR),

which is the probability that a genuine access attempt will be successful. Hence,

GAR = 1−FRR. All these metrics are dependent upon the decision threshold T , so

we can label them for a specific threshold T1 as FART1 and GART1 . By varying the

decision threshold T , e.g., T = T1, T2, . . . , TK , we can obtain multiple (K) operating

points of the system. The resulting plot of GAR versus FAR is called the Receiver

Operating Characteristics (ROC) curve, which is commonly used to evaluate the

performance of biometric systems. Fig. 1.5 shows the ROC curve of a fingerprint

verification system; we see a sample operating point as (GAR,FAR) = (0.87, 0.001).
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Figure 1.3: Token-based (ID card) authentication: I denotes user identity and C
denotes the associated credential.
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Figure 1.4: Biometrics-based (fingerprint) authentication.
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Biometric system administrators can analyze this curve in light of the requirements

for their specific application (e.g., “GAR should be greater than 0.85 to assure user-

friendliness of the system”, and “FAR should be less than 0.001 to assure security of

the system”) and decide on the operating point to use.

Figure 1.5: A typical ROC curve of a fingerprint verification system.

In spite of the advantages of biometrics-based authentication systems compared

to traditional authentication schemes, there are still unresolved problems associated

with the former. These problems generally emerge from the security characteristics

of the biometrics-based systems. Here, the term security is used to denote the overall

reliability of the system, rather than just the simplistic notion of increased authenti-

cation accuracy (decrease of FAR and FRR) brought about by the use of biometrics
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for verification/identification. While it is true that any increase in such authentica-

tion accuracy increases the security of the system, there are many other issues (cited

below) that need to be taken into account before arriving at a truly secure biometric

system.

One security-related issue is the robustness of the biometric systems against at-

tacks devised specifically to thwart their operation. The security analysis of tradi-

tional password-based authentication schemes can be based on simple parameters,

such as the minimum length of passwords (e.g., minimum of 8 characters), the pass-

word change frequency (e.g., at least twice a year), and the complexity of the pass-

words (e.g., it must include upper and lowercase letters, numbers and special charac-

ters such as #, &, *). Note that the number of possible passwords with 8 characters is

theoretically very large (e.g., when characters are from 7-bit ASCII code, this number

is 1288 ≈ 7.2 · 1016). But most people use easily guessed passwords, thus, the space

of useful passwords is relatively small.

Similarly, the security of token-based systems can be analyzed based on the prob-

ability of illegal utilization of the token (e.g., the probability that a valid ID card is

lost and later found by an attacker), the feasibility of illegally replicating/generating

a token (e.g., how easy it is to forge an ID card that includes a signature, a magnetic

strip, and a face image embossed with the seal of the authenticating institution) and

the feasibility of illegally mimicking the characteristics included in the token (e.g.,

how easy it is for an attacker to change her facial appearance and signature with the

aim of bringing them closer to the data residing in the token).

Biometric systems, on the other hand, are intrinsically much more complicated
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than these traditional authentication schemes, due to (i) nature of the data they need

to operate on (e.g., biometric data of individuals are not identical in each acquisition,

compared to either true/false (present/non-present) for a password (ID card)), (ii)

the number and complexity of the associated modules (e.g., complex image enhance-

ment operations may be necessary for poor quality fingerprints) and (iii) the overall

architectural design (e.g., the need to securely access stored biometric data). As a

result, there are many critical points in a biometric system that can be compromised,

which are inherently absent in traditional authentication schemes [52].

A specific problem within this general scope of system robustness against attacks

is guaranteeing the security of biometric templates. As an example, consider a fin-

gerprint authentication system. During enrollment, fingerprint images are captured

from the individual and stored in a central (e.g., authentication server) or local (e.g.,

smart-card issued to the individual) database as her template. The verification mod-

ule compares the image acquired at the time of the associated transaction (e.g., when

she wants to purchase a book online) to her template. Verification succeeds if and

only if the similarity between the two exceeds a pre-specified threshold. How can the

attacks that aim to modify or delete existing templates, or introduce new templates

into the database be eliminated?

The issue of seamless integration of biometric components into existing authen-

tication systems is also important. Due to the rather independent development of

traditional and biometrics-based authentication systems (and hence the differences in

their applicability and the amount of associated knowledge-base), many of the cur-

rent applications (e.g., access to computing facilities, financial records, secure areas,
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multimedia data (e.g., image, audio, video)) and frameworks (e.g., cryptography)

are designed tightly around traditional systems. Trying to incorporate biometric

components into such applications brings along problems (e.g., temporal variation in

biometric data) that need to be resolved. For example, using biometric data in tra-

ditional encryption/decryption architectures for copyright protection of multimedia

data is an unresolved problem.

Considering that both the traditional cryptographic systems and biometrics-based

authentication systems aim at the common goal of reliable access control, there have

been attempts to combine these seemingly disjoint domains. Basically, these ap-

proaches can be grouped into two classes: (i) the biometric component acts as a

wrapper around the cryptographic component, and (ii) the biometric component

is merged with the cryptographic domain at a much deeper level, where biometric

matching essentially takes place within the realm of cryptography [68]. These bio-

metric crypto (or crypto-biometric) systems, provided their elements are combined

intelligently, have the potential to merge the proven security of cryptographic systems

with the ease-of-use property of biometric systems.

These problems are pictorially represented in Fig. 1.6, which also depicts the

domains of biometrics and security areas.

1.2 Thesis Contributions

In this dissertation, the problems cited in Section 1.1, namely, (i) robustness of bio-

metric systems against attacks, (ii) protecting biometric templates, (iii) integrating
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Figure 1.6: Problems at the intersection of biometrics and security.

biometric components into existing computing architectures, and (iv) combining cryp-

tography with biometrics, will be analyzed and appropriate solutions for them will

be proposed and developed. Specifically, the major contributions of this dissertation

include:

1. Design and development of a hill-climbing based attack system for the finger-

print biometric, with the aim of showing the vulnerable points in fingerprint

matching systems, and the development of a defense mechanism against this

attack.

2. Design and development of watermarking techniques to increase the security of

image-based biometric templates, such as fingerprints and faces.

3. Design and development of a multimedia content distribution system using bio-

metric matching for increased security and user convenience.
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4. Design and development of a practical biometric cryptosystem utilizing finger-

print features that combines the benefits of biometric systems with the security

of cryptographic systems.
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Chapter 2

Attacks Against Biometric Systems

2.1 Introduction

Biometrics-based personal authentication systems that use physiological (e.g., finger-

print, face, iris) or behavioral (e.g., speech, handwriting) traits are being increasingly

utilized in many applications to enhance the security of physical and logical access

systems. Even though biometric systems offer several advantages over traditional

token (e.g., key) or knowledge (e.g., password) based authentication schemes (e.g.,

increased user convenience and robustness against imposter users), they are still vul-

nerable to attacks.

Ratha et al. [52] analyzed these attacks and grouped them into eight classes. Fig.

2.1 shows the locations of these attacks in a generic biometric system. A Type 1

attack involves presenting a fake biometric (e.g., finger made from silicon, face mask,

lens including fake iris texture) to the sensor. The second type of attack is called a

replay attack, because an intercepted biometric (with or without the cooperation of
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the genuine user) data is submitted to the feature extractor, bypassing the sensor.

In the third type of attack, the feature extractor module is replaced with a Trojan

horse program that functions according to its designer’s specifications (henceforth,

these users that try to break into systems protected by biometric authentication will

be collectively called “Trudy”). In the fourth type of attack, genuine feature values

are replaced with values (synthetic or real) selected by the attacker. In the fifth type

of attack, the matcher is replaced with a Trojan horse program. The attacks on the

template database (e.g., addition, modification, or removal of templates) constitute

the sixth type of attack. In the seventh type of attack, the templates are tampered

with (stolen, replaced, or altered) in the transmission medium between the template

database and matcher. Lastly, the matcher result (accept or reject) can be overridden

by the attacker.

5

3

1

Feature extractor

Matcher

Sensor

2

4

Decision

8

Template database

6
7

Figure 2.1: Locations of possible attacks in a biometric system.
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Note that the relative threats of these attacks depend on (i) biometric modality

(e.g., it is harder to physically replicate a retina scan than it is to forge a signature),

(ii) type of sensor (2D vs. 3D face sensors), (iii) type of matcher operating on the

same biometric (face matchers based on texture vs. geometry), and (iv) the security

settings (reflected via False Accept Rate) of the biometric system.

Schneier [57] compared traditional security systems with biometric-based ones.

The lack of secrecy (e.g., leaving fingerprint impressions on the surfaces we touch,

face images being captured by hidden cameras), and non-replaceability (e.g., once

the biometric data is compromised, there is no way to return to a secure situation,

unlike replacing a key or password) are identified as the main problems of biometric

systems.

Maltoni et al. [34] described typical threats for a generic authentication appli-

cation. In Denial of Service (DoS), an attacker corrupts the authentication system

so that legitimate users cannot use it. An online biometric authentication server

that processes access requests (via retrieving templates from a database and per-

forming matching) can be bombarded with a multitude of bogus access requests, to

a point where its computational resources cannot handle valid requests any more.

In circumvention, an attacker gains access to parts of the system protected by the

authentication application. This threat can be cast as a privacy attack, where the at-

tacker accesses some data that she was not authorized to access (e.g., medical records

of another user), or as a subversive attack, where the attacker manipulates the data

(e.g., changing records, submitting bogus insurance claims, etc.). In repudiation, the

attacker denies accessing the system. For example, a corrupt bank clerk who modifies
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some financial records illegally may claim that her biometric data was “stolen”, or she

can argue that the False Accept Rate (FAR) of the biometric system allowed a dif-

ferent user to access her account. In contamination (covert acquisition), an attacker

can surreptitiously obtain biometric data of legitimate users (e.g., lifting a latent fin-

gerprint and constructing a three-dimensional mold) and use it to access the system.

Further, the biometric data associated with a specific application can be used in an-

other unintended application (e.g., using a fingerprint for accessing medical records

instead of the intended use of office door access control). This becomes especially

important for biometric systems since we have a limited number of useful biometric

traits, compared to a practically unlimited number of traditional access identities

(e.g., keys and passwords). Cross-application usage of biometric data becomes more

probable with the growing number of applications using biometrics (e.g., opening car

or office doors, accessing bank accounts or medical records, locking computer screens,

gaining travel authorization, etc.). In collusion, a legitimate user with super user

privileges (e.g., system administrator) is the attacker who illegally modifies the sys-

tem. In coercion, attackers force the legitimate users to access the system (e.g., using

a fingerprint to access ATM accounts at gunpoint).

The problems that may arise from the above-mentioned attacks on biometric

systems are raising concerns as more and more biometric systems are being deployed

[8]. This, combined with the increase in the size of the population using these systems

may lead to significant financial, privacy, and security related breaches.
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2.2 Background

This section summarizes several studies that show the vulnerability of biometric sys-

tems and provide solutions to some of the attacks presented in Section 2.1.

The success of fake biometric submission to sensors (type 1 attack) has been

demonstrated by several researchers. Note that this attack does not need anything

more than a fake biometric; hence, the feasibility of this type of attack compared to

others is rather high. For example, no knowledge of the matcher, template specifica-

tion, or template database access privileges (generally limited to system administra-

tors) is necessary. Also, since this attack operates in the analog domain, outside the

digital limits of the biometric system, digital protection mechanisms such as encryp-

tion, digital signature, and hashing are not applicable.

Putte and Keuning [50] tested several fingerprint sensors to check whether they

accepted an artificially created (dummy or fake) finger instead of a real one. They

described methods to create dummy fingers with or without cooperation (Fig. 2.2)

of the real owner of the biometric (say, Alice). When the owner was cooperative

(namely, Alice is helping Trudy), the quality of the dummy fingers was better than

those produced without cooperation (namely, Alice is a victim of Trudy). In both

cases, the authors used inexpensive and easily accessible material for creating dummy

fingers. Five out of six sensors (including both optical and solid state) tested by the

authors accepted a dummy finger as a real finger in the first attempt; whereas the

sixth accepted it in the second attempt. The authors argued that physical properties

(e.g., temperature, conductivity, heartbeat, dielectric constant) claimed to be used
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by the sensor manufacturers to distinguish a dummy finger from a real finger may

not perform well since the detection margins of the system need to be adjusted to

operate in different environments (e.g., indoor vs. outdoor) or different environmental

conditions (e.g., hot summer vs. cold winter). Wafer thin silicon dummy fingers may

lead to changes that are still within the detection margins of the systems.

(a) (b)

Figure 2.2: Dummy fingers: (a) finger created with cooperation of the user, (b) finger
created without cooperation of the user [50].

Matsumoto et al. [35] attacked 11 different fingerprint verification systems with

artificially created gummy (gelatin) fingers. For cooperative users, it was found that

the gummy fingers could be enrolled in all of the 11 systems, and they were accepted

with a probability of 68 − 100%. For non-cooperative users, all of the 11 systems

enrolled the gummy fingers and they accepted the gummy fingers with more than

67% probability.

To overcome such fake biometric attacks, Derakhshani et al. [14] proposed two

software-based methods (in contrast to hardware-based solutions that measure tem-

perature, conductivity, spectroscopy [55], etc.) for fingerprint liveness detection.

They used a commercially available capacitive sensor and the sole input to the liveness
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detection module was a 5-second video of the fingerprints. In their static method,

the periodicity of sweat pores along the ridges is used for liveness detection. In the

dynamic method, sweat diffusion pattern over time along the ridges is measured. A

small database consisting of live fingers, fingers from cadavers, and dummy fingers

made of play dough (18 sets for each of the three) were used in the experiments. A

back-propagation neural network (BPNN) based classifier was used to distinguish live

fingers from cadaver/dummy fingers. The static method led to an Equal Error Rate

(EER) of nearly 10%, whereas the dynamic method led to an EER in the range of

11− 39% (a false accept event is a cadaver/dummy finger being classified as live, and

a false reject event is a live finger being classified as cadaver/dummy).

Chen and Jain [72] proposed a spoof detection method based on a fingerprint

deformation model using Thin-Plate Splines (TPS). They showed that, the magnitude

of fingerprint deformation model can be used to differentiate between deformations

originating from genuine fingers and those originating from gummy fingers made of

gelatin. The physical characteristics of the material used for synthetic biometric

production (e.g., gelatin) and its inability to mimic the genuine fingertip surface

completely are used as cues for spoof detection. Experimental results including 32

gummy fingers show that a correct spoof detection rate of 82% is achievable. Fig.

2.3 shows impressions of a live finger and the associated gummy finger made from

gelatin.

We can see that fake biometric attacks can be quite successful in fooling com-

mercial fingerprint systems, and no perfect (in either hardware or software) solution

is currently available. As noted previously, these attacks aim at a location in the
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(a) (b)

Figure 2.3: Impression from a gummy finger (a), and impression originating from the
corresponding live finger (b) [72].

biometric system that is very close to the end user (in the sense that a physical

replica is used). One other problem is that the means to detect (and deter) them

are limited: Trudy can operate without revealing any trace of information about her

identity, which may not be possible for other attacks (e.g., her computer’s IP address

and access statistics can be logged for digital domain attacks).

For eliminating type 2 attacks, in which a previously intercepted biometric is

replayed, Ratha et al. [53] proposed a challenge/response based system: a pseudo-

random challenge was presented to the sensor by a secure transaction server. At that

time, the sensor acquired the current biometric signal and computed the response

corresponding to the challenge (for example, specific pixel values at locations indicated

in the challenge). The acquired signal and the corresponding response were sent to

the transaction server where the response was checked against the received signal for

consistency. An inconsistency revealed the possibility of the replay attack.

Soutar [60] proposed a hill-climbing attack against image recognition systems re-
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lying on filter-based correlation. Synthetic templates were gradually input to a bio-

metric authentication system. Using the scores returned by the matching system,

Soutar showed the system could be compromised until the point of incorrect positive

identification. Outputting only quantized matching scores, not absolute scores, was

proposed as a way to increase the time needed for an incorrect positive identification,

thereby decreasing the practicality of this attack. This hill climbing attack can be

cast as either a type 2 or a type 4 attack.

As an example of the former, Adler [1] proposed an attack on a face recognition

system where the account of a specific user was attacked via synthetically generated

face images (Fig. 2.4). An initial face image was selected randomly. Using the

matching scores returned from the matcher that were generated for each of the suc-

cessive face images, this initial image was modified. At each step, a weighted sum of

eigen-images (that can be generated from public domain face databases) was added

to the current candidate face image. The modified face image that led to the highest

matching score was input as the new candidate image. These iterations were repeated

until no improvement in matching score was observed. Experimental results on three

commercial face recognition systems showed that after about 4,000 iterations, a suf-

ficiently large matching score could be obtained, which corresponds to a very high

(nearly 99.9%) confidence of matching scores.

When hill climbing is applied as a type 2 attack (before the feature extractor), the

information about the template format (essential for a type 4 attack) is not necessary.

Synthetic images are input to the matching algorithm, which in turn converts them

into a suitable representation before matching. However, for a fingerprint-based bio-
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(a) (b)

(c) (d) (e)

Figure 2.4: Face image synthesis: (a) initial image, (b) target image, (c) synthetic
image at 200th iteration, (c) synthetic image at 500th iteration, (c) synthetic image
at 4000th iteration. Figure reproduced from [1].
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metric system, such an approach presents challenges not found in a face-based system:

the discriminating information in fingerprints is not tied to specific geometrical rela-

tionships, as it is in face-based systems (e.g., distances between eyes, nose, mouth,

etc.), and methods that are inherently linked to the correct registration of image

pixels (e.g., eigen-image analysis used in [1]) seem unsuitable.

A study related to template database security (type 6 attack) is given in [20].

Using a commercial fingerprint matcher, the minutiae template data were reverse

engineered by the author and the corresponding synthetic fingerprint images were

generated. Although generated images were not very realistic and few experimental

results are provided, the possibility of this masquerading implies that raw biometric

templates may need to be secured, using, for example, techniques such as encryption.

Ross et al. [54] propose another technique to elicit the fingerprint structure from

the minutiae template. Each minutia is assumed to be represented by its 2D spa-

tial location and its local orientation. The authors first identify minutia triplets

which are used to estimate the underlying orientation map: the orientation values

within each triangular patch (whose vertices are the selected minutiae) are found by

a weighted average of associated minutiae orientations. The estimated orientation

map is observed to be consistent with the flow of ridges in the original fingerprint.

Then, the authors use streamlines and Line Integral Convolution (LIC) for gener-

ating ridge patterns: basically, streamlines model the curves that are tangent to a

vector field (orientation map) at every point. By selecting starting points of these

lines as the observed minutiae locations, the method guarantees that the generated

fingerprint will have minutiae at these specific coordinates. Then, LIC is used to
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introduce texture-like gray-level appearance to the ridges found using streamlines.

Fig. 2.5 shows a fingerprint with overlaid minutiae, estimated orientation map, and

the final fingerprint image generated using the minutiae information. The authors

also quantitatively evaluated the similarity between original fingerprint images and

the images generated using the outlined algorithm for a subset of NIST-4 database

comprised of 2,000 fingerprints: the synthetically generated images were accepted as

“real” fingerprint images by a commercial authentication system with a probability

of around 23%. This is indicating a serious security breach for the current systems

and the authors conclude that further research for increasing the security of minutiae

templates is necessary.

(a) (b) (c)

Figure 2.5: Fingerprint regeneration using minutiae: (a) Input minutiae, (b) estimated
orientation map, (c) regenerated fingerprint overlaid on original fingerprint [54].

A method to protect templates from fraudulent usage involves using a distorted

(but non-invertible) version of the biometric signal or the feature vector [53]; if a

specific representation of template is compromised, the distortion transform can be

replaced with another one from a transform database. Every application (e.g., health
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care, visa, e-commerce) can use a different transform so that the privacy concerns

of subjects related to database sharing between institutions can be addressed. Data

hiding and watermarking techniques have also been proposed as means of increasing

the security of fingerprint images (for more information, see Chapter 3), by detecting

modifications [48], by hiding one biometric into another [24] and by hiding messages

(authentication stamps such as personal ID information) in the compressed domain

[53].

In the following section, we propose a system that uses hill-climbing as a type 4

attack that bypasses the feature extractor and uses synthetically generated feature

sets in the realm of a minutiae-based fingerprint matcher. A preliminary version of

this research appeared in [67].

2.3 Architecture of the Proposed Attack System

2.3.1 Basic Structure

The proposed system attacks a minutiae-based fingerprint authentication system. A

minutiae-based system is chosen as the test bed because minutiae information is used

in most of the commercial fingerprint authentication systems. Hence, observed results

can provide insights for securing them.

In typical minutiae-based fingerprint authentication systems, discontinuities in

the flow of ridges (ridge bifurcations and endings) constitute the minutiae. Fig. 2.6

shows a sample fingerprint image with overlaid minutiae, and close-up views of these
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two types of minutiae. Generally, the minutiae type information is not used as a

feature in the fingerprint matchers since the changes in finger pressure on the sensor

can change one type of minutia into the other. The majority of minutiae based

systems use the location (c, r) (denoting column and row indices, respectively) of the

minutiae and orientation θ associated with the minutiae as features; but some systems

use additional information such as ridge flow around the minutiae and ridge counts

between the minutiae.

Consistent with this approach, we use (c, r, θ) attributes for each minutia. This

is also in accordance with the proposed minutiae template exchange format of Bolle

et al. [4], which excludes proprietary features, and encompasses only the location,

orientation, and type of the minutia.

(a)

(b) (c)

Figure 2.6: Minutiae features: (a) fingerprint image with overlaid minutiae, (b) ridge
bifurcation, (c) ridge ending.
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The proposed attack system inputs synthetic minutiae sets (comprised of (c, r, θ)

triplets) to the fingerprint verification system with the aim of gaining access to the

system in place of a genuine user. It is assumed that the format of the user’s template

is known, but the actual contents of this template are not known to the attacker.

The attacker inputs a single synthetic fingerprint template and observes the match-

ing score between this input template and the target template in the database. By

repeating this for successively generated templates, the attacker program tries to gen-

erate a synthetic template that results in a matching score higher than the system

threshold. The block diagram of the proposed system is given in Fig. 2.7.
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Figure 2.7: The block diagram of the minutiae template attack system.
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2.3.2 Notation

Here, the symbols used in subsequent sections are defined:

• Di: The database template corresponding to user i, i = 1, 2, ..., N , where N is

the total number of users registered in the system.

• ni: The total number of minutiae in Di. Note that the attacker does not know

this value.

• Ti
j : The jth synthetic template generated by the attacker for user i. In the

proposed system, it is represented as

T
j
i =




1cji
1rj

i
1θj

i

2cji
2rj

i
2θj

i

...
...

...

nij c
j
i

nijr
j
i

nijθ
j
i




(2.1)

where each row represents column index (pixels), row index (pixels), and orien-

tation angle (degrees) associated with a minutia; the upper left hand subscript

denotes the minutiae index, so the total number of minutiae in Ti
j is nij .

• S(Di, Ti
j): The matching score between Di and Ti

j .

• Sthreshold: The decision threshold used by the matcher; the matcher accepts

the input template if it generates a score higher than this value, otherwise, it

rejects the template. Note that the attacker does not know this value.
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2.3.3 Attack Steps

The attacker can try breaking multiple accounts (e.g., by attacking all the accounts

in the target database sequentially), not just one, to increase her chances of gaining

access to the system. Breaking just one account may suffice for Trudy to harm the

protected entities. But for the sake of clarity, it is assumed that the attacker tries to

break into the account of the ith user:

• Step 1 (Initial guess): Generate a fixed number of synthetic templates. In the

current implementation, 100 random minutia templates (Ti
1, Ti

2, Ti
3, ... ,Ti

100)

are created for attacking user i’s account.

• Step 2 (Try initial guesses): Attack the ith user account with the templates

generated in Step 1. Let the corresponding matching scores be S(Di, Ti
1),

S(Di, Ti
2), S(Di, Ti

3), ... , S(Di, Ti
100).

• Step 3 (Pick the best initial guess): Declare the best guess (Ti
best) to be the

template resulting in the highest matching score, Sbest(Di).

• Step 4 (Modify input template): Modify Ti
best by (i) perturbing (the location or

angle of) an existing minutia, selected randomly, (ii) adding a new minutia, (iii)

replacing an existing minutia, selected randomly, and (iv) deleting an existing

minutia, selected randomly. If for any one of these attempts, the matching score

is larger than the current Sbest(Di), declare the modified template as Ti
best, and

update Sbest(Di) accordingly. Otherwise, do not change Ti
best.

• Step 5 (Stopping criterion): If the current best score Sbest(Di) > Sthreshold, i.e.
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the attacker gains access, stop the attack (since account is broken); otherwise,

go to Step 4. Note that the attacker does not know the value of Sthreshold.

2.3.4 Specifications

It is assumed that the resolution (in dpi) and size (in pixels) of the images gener-

ating the original templates are known to the attacker. This is a valid assumption

since these values are generally announced by sensor manufacturers. For the current

implementation, the MSU-VERIDICOM fingerprint database, comprised of 500 dpi,

300x300 pixel images, is used. The image size is used in generating the locations of

synthetic minutiae, whereas the resolution determines the inter-ridge distance (ap-

proximately 9 pixels for 500 dpi images) associated with the fingerprints. To ensure

that synthesized minutiae are not too close to each other, minutiae are placed in the

centers of a 9x9 tessellation grid on the image. This way, the attack system does

not create minutiae that are closer than the inter-ridge distance. The angle value θ

associated with a minutia is generated randomly as a quantized value (in increments

of 22.5o) in the range [0, 360), with 16 equally spaced intervals.

In Steps 1-3, the aim is to find a good initial guess and concentrate on modifying

it. The reason is that, if the initial guess is poor (namely, it has very low similarity

with the target template), the attacker may need more iterations to break into the

account. These initial templates all have the same number of minutiae (nij = 25, ∀i,

j = 1, 2, 3, ..., 100). Note that the actual number of minutiae in the target template

(ni) is not known to the attacker, and the value of 25 is selected to be a typical
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number for sensors used in our experiments. Further, the algorithm modifies the

template set so that the number of minutia can increase or decrease freely based on

matching scores.

Step 4 is repeated until the account is broken (or a predefined iteration count is

reached). It is composed of 4 iterations in each loop of the process:

• An existing minutia in the input template is randomly picked, and its location

or angle is modified slightly, each with probability of 0.5. Here, the aim is to

change either the location or angle of the selected minutia and see its effect on

the matching score. The minutia location in column (c) and row (r) axes is

perturbed with a distance equal to the inter-ridge distance (namely, a minutia

moves to one of the (at most 8) neighboring cells). The angle is perturbed so

that it is increased or decreased to the next angle quantum (hence, it changes

±22.5 degrees in the current system).

• A new randomly created minutia is added to the current template. It follows

the same specifications as the initial template minutiae generation.

• An existing minutia is randomly picked and replaced with a randomly created

minutia, which follows the same specifications as the initial template minutiae

generation.

• An existing minutia is randomly picked and deleted from the current template.

Note that the ordering of these modifications is based on the amount of change

introduced to the existing template: the attacker starts with modifications that are
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small in magnitude (perturb existing minutia), and continues with modifications of

relatively higher magnitude (delete an existing minutia).

After each iteration (submitting the synthetic template and observing its matching

score), if the matching score improves, the attacker replaces the current template

with the new template; otherwise the attacker keeps the current template as the best

template. So, the algorithm hill-climbs in the matching score space, always trying to

improve the input template.

2.3.5 Information Available to the Attacker

As explained above, the attacker needs to observe the matching scores during the

hill-climbing procedure. Note that this assumption is not very restrictive; a majority

of the commercial systems reveal the matching scores. But it should be noted that

if the templates are encrypted before the matcher accepts them, this attack is not

feasible without the knowledge of the correct decrypting key(s).

In situations where the matcher just outputs the decision (accept/reject), but not

the matching score, the attacker can only submit randomly generated templates. In

this case, the performance of the attack will be determined by the Receiver Operating

Characteristics (ROC) operating point of the attacked biometric system. For example,

if the system False Accept Rate (FAR) is set to 0.1%, the attacker can break a

biometric account by trying 1,000 synthetic templates, on the average. It is shown

later in the experimental results section that if the matching scores are available then

our attacker can break the accounts with a significantly fewer number of attempts.
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2.4 Incorporating Fingerprint Class Information

In this section, we explain the utilization of the fingerprint class information to in-

crease the effectiveness of the basic attack system outlined in Section 2.3. The modules

given in this section generate minutiae sets based on the constraints specified by the

fingerprint class information.

2.4.1 Utilization of Fingerprint Class Prior Probabilities

Fingerprints are generally classified into 5 major classes: arch (A), tented arch (TA),

left loop (LL), right loop (RL) and whorl (W). These are based on points of abrupt

changes in the regular ridge flow directions, called singularities (cores and deltas) [34].

Fig. 2.8 shows sample fingerprint images from each of the classes with overlaid core

and delta points. Generally, the classes A and TA are treated as a single class (ATA)

since it is hard to separate them from each other. Even this augmented ATA class

makes up only a small fraction of the fingerprints (approximately 7%).

In reality, the attacker does not know the class of the target fingerprint template.

Nevertheless, prior class probabilities are known [34]: P(LL) = 0.338, P(RL) = 0.317,

P(W) = 0.279, P(ATA) = 0.066. Therefore, the attacker can use these prior probabili-

ties to guess the class of the target template. The attacker mounts an attack assuming

that the class of the target is the guessed class (how this class label is used in the

attack procedure is explained in the following sections); if the attack is not successful

in a predefined number of attempts (300 per class in the current implementation),

the attacker guesses another class and continues the attack.
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(a) (b) (c)

  

(d) (e)

Figure 2.8: Fingerprint classes: (a) arch, (b) tented arch, (c) left loop, (d) right loop,
and (e) whorl. Core points are shown with a circle, delta points are shown with a
triangle.
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2.4.2 Class-Specific Spatial Minutiae Presence Probabilities

The spatial locations of the minutiae generated by the attacker can follow a uniform

probability distribution on the 2D image grid. Note that for the 300x300 target images

considered in this study, the 2D grid in which the minutiae are generated has the

size of 33x33 blocks (considering 9 pixel inter-ridge distance). Uniform distribution

dictates that a minutia can occur in any of these blocks with 0.00092 (=1/(33x33))

probability.

The spatial minutiae presence probability is defined as the probability that for a

given fingerprint class, a minutia occurs in a specific block (i, j), i = 1, 2, 3, ..., 33,

j = 1, 2, 3, ..., 33. To estimate these probabilities, the NIST 4 database [42], which

contains 2,000 image pairs (512x512 in size, 500 dpi) classified by a human expert,

is used. This database contains an equal number of images for each of the 5 classes

(A, TA, LL, RL, and W, 800 images each). Further, 700 images are cross-referenced,

i.e., they bear two “true” class labels. This cross-referencing occurs when the expert

could not decide on a single class label for an image.

Firstly, images corresponding to 4 classes (TA, LL, RL, and W) are categorized, by

also including cross-referenced images. Then, for each of these 4 classes, the minutiae

locations are determined (using the algorithm in [23]) and the core locations are

found (using the algorithm in [10]). If more than one core point is found for an image

(possible for the whorl class), the upper core is selected as the representative one. The

minutiae set is translated (horizontally and vertically) so that the core point aligns

with the 2D image center, namely at coordinate (256, 256), in order to eliminate
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the effect of translation in probability estimates. Then, the spatial probability of

minutiae (pC(r, c), where r denotes the row index and c denotes the column index)

is estimated for each class C (C ∈ {LL,RL, W, TA}) via Parzen window density

estimation technique with a bivariate Gaussian window function (with independent

components each with variance σ2) as

pC(r, c) =
1

NC

NC∑

i=1

1

2πσ2 e
−0.5 ∗ (r − ri)

2 + (c− ci)
2

σ2 (2.2)

where NC is the total sample number for the class, and (ri, ci) are the row and

column indices of the minutiae sample over which the Gaussian window with variance

σ2 is placed to estimate the density. Fig. 2.9 shows this window function.

Fig. 2.10 shows a sample image from the NIST 4 database (belonging to the LL

class), along with the core point, 2D image center, and overlaid minutiae. It has 55

minutiae and the core is at coordinate (295, 240).

Figures 2.11, 2.12, 2.13, and 2.14 show the minutiae presence probabilities for

the 4 fingerprint classes, estimated using the Parzen window technique when the

variance of Gaussian window σ2 is 3. Note that the so-called window width of utilized

window function (proportional to σ2) affects the extracted densities drastically in this

technique [16]: small widths lead to noisy (i.e. too dependent on the sample points)

estimates, whereas large widths result in very smooth (i.e. with little dependency on

the sample points) estimates. We have found that the value σ2 = 3 provides a good

trade-off between these characteristics and we have selected it for our experiments.

From these figures, it is observed that the minutiae are not distributed uniformly
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Figure 2.9: Bivariate Gaussian window function with σ2 = 3.

Figure 2.10: Sample NIST 4 image with core, image center, and overlaid minutiae.
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Figure 2.11: Minutiae presence probability distribution for the left loop (LL) class.
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Figure 2.12: Minutiae presence probability distribution for the right loop (RL) class.
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Figure 2.13: Minutiae presence probability distribution for the whorl (W) class.

41



x 0.001x 0.001

x 0.001x 0.001

10

20

30 10
20

30

0

1

2

3

4

x 10
−3

block column index

block row index

pr
ob

ab
ili

ty

0.2

0.4

0.6

0.8

1

1.2

1.4

1.6

1.8

2
x 10

−3

x 0.001

x 0.001

Figure 2.14: Minutiae presence probability distribution for the arch/tented arch
(ATA) class.

42



on the 2D grid; their location depends on the fingerprint class. In all the classes,

minutiae are more likely to occur below the core compared to above the core, and the

area around the core has a higher probability of observing a minutia. For left loop,

ridges enter and leave on the left side of the image and consequently, the minutiae

presence probability is higher on the right side. For the right loop, ridges enter and

leave on the right side of the image, so the minutiae presence probability is higher on

the left side.

Assuming a particular fingerprint class, the attacker randomly generates minutia

position by using the respective probability distributions. This increases the effec-

tiveness of the attack since it increases the chance of mimicking the actual target

template minutiae.

2.4.3 Class-Specific Orientation Fields

Until this point, the attacker assumed the class of the target template, and generated

2D minutiae locations (c, r) based on respective minutiae presence probability distri-

butions. The remaining feature of the minutiae, angle θ, is found by making use of

the ground truth orientation field associated with these classes, as explained below.

Fingerprint classes (LL, RL, W, and ATA) have characteristic orientation fields,

hence minutiae directions (dictated by the ridge orientations) are dependent on the

2D location of minutiae for each class. The orientation fields of 4 representative

images (one from each class) from the NIST 4 database were obtained (using the

method outlined in [23]) and used as the true orientation fields. These 4 images were
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selected based on the location of their core (it should be near the image center) and

the foreground fingerprint area (it should be large to have a complete orientation

field). Fig. 2.15 shows the corresponding orientation fields. These orientation fields

indicate the orientation ([0, 180)) angle of a minutia at (c, r), given the fingerprint

class. The attacker randomly selects one of two directions (in the range [0, 360))

associated with the orientation as the direction for that specific minutia.

2.5 Experiments and Results

In this section, first the feasilibility of the attack is demonstrated, then a safeguard

against the attack system is proposed.

2.5.1 Feasibility of the Attack

The minutiae-based fingerprint matcher attacked in this study is a modified version

of the matcher described in [23]. Jain et al. [23] used the ridge sample coordinates,

in addition to (c, r, θ) triplets associated with each minutia. To simplify the attack

system, their original matcher is modified, using only (c, r, θ) triplets as the fingerprint

template.

The right-index finger segment of the MSU-VERIDICOM fingerprint image

database (160 users, 4 impressions/finger, obtained with a VERIDICOM solid state

sensor, 500 dpi 300x300 images) is used in the experiments. First, for setting a deci-

sion threshold for the system, the minutiae for each of these 640 images are extracted

using the extractor described in [23], and the matcher is run on these minutia feature
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(a) (b)

(c) (d)

Figure 2.15: Representative orientation fields: (a) left loop, (b) right loop, (c) whorl,
and (d) arch/tented arch. Image size is 300x300, and block size is 9x9.
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sets. Hence, a total of 1,600 genuine and 203,520 imposter scores are obtained (scores

are normalized to the range [0, 100]). Fig. 2.16 shows the associated ROC curve.

Figure 2.16: ROC curve for the attacked fingerprint matcher.

As a sample operating point for the fingerprint verification system, the setting

where FAR = 0.1%, and GAR = 87.6% is considered. The corresponding decision

threshold is found to be 12.22. The value of 0.1% FAR is typically used by admin-

istrators of biometric systems. Note that the associated threshold value (namely,

12.22) is not known to the attacker. Selecting this specific threshold (12.22 for which

FAR=0.1%) implies that, on an average, 1 in 1,000 random imposter attempts will

be accepted as a genuine match.

The proposed attack system broke all of the 160 accounts in the database with

46



less than 1,000 attempts for each account. In fact, the minimum, mean, and the

maximum number of attack attempts that are required for breaking into all the ac-

counts are found to be 107, 182, and 531, respectively. Fig. 2.17 shows the histogram

of the number of required attempts at which the accounts were broken. Note that

the attacker used fingerprint class information as explained in Section 2.4 for the

experimental results reported here.
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Figure 2.17: Histogram of the number of attempts at which the accounts were broken.

The mean number of required iterations, 182, is surprisingly small, considering

that 100 iterations are already required to pick the best initial guess; hence, in ap-

proximately 80 additional iterations, the attacker was able to synthesize templates
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that broke the accounts.

The minimum, mean, and the maximum number of minutiae in the templates

that broke the accounts were found as 10, 14.2, and 21, respectively. The minimum,

mean, and the maximum number of matching minutiae between the original template

and the templates that broke the accounts were 5, 6.8, and 10, respectively. For

comparison, the minimum, mean, and the maximum number of matching minutiae

for successful genuine matches were 5, 13.5, and 30, respectively.

It is seen that during the hill-climbing procedure, the number of minutiae in the

synthetic template is reduced to an average of 14.2 (note that the attacker starts

with 25 minutiae in the initial synthesized template). This is probably due to the

fact that the attacker finds a salient subset of the original target minutiae. Further,

the number of matching minutiae (6.8, on the average) for the synthetic templates

may seem small, but note that this was sufficient for positive authentication at the

chosen operating point (FAR = 0.1%) of the biometric system.

To demonstrate the effect of random number generation seed used in the algo-

rithm, experiments were repeated for 20 different seeds. The minimum, mean, and

maximum values (over these 20 instances) for the mean attempt number were 181,

193, and 210, respectively. Hence, although there is some variation in the number of

required attempts due to different seed values, it is not large (standard deviation of

the mean number of attempts is 7.8). It is found that the account difficulty (reflected

via the number of required attempts at which account is broken) does not depend

much on the target template, but it is mainly determined by the system settings

(system operating point).
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For analyzing the progression of matching scores for a specific account, the account

number 11 is selected. This account is broken at iteration number 192. Fig. 2.18

shows the original target image with overlaid minutiae, the synthetic minutiae set

that broke the account and original minutiae, and the progression of matching scores.

The original template has 16 minutiae, whereas the synthetic template has 10, 5 of

which match with those of the target template. The final matching score is 13.3.

For observing the evolution of synthetic templates for the same account, the cor-

responding minutiae for a few iterations are shown in Fig. 2.19. It is observed that

several “incorrect minutiae” are deleted to arrive at a small subset that leads to a

high matching score.

2.5.2 Safeguards Against Minutiae Attack

In the previous section, the feasibility of the proposed attack system was demon-

strated. Here, we propose to apply a masking operator on the output matching

scores in order to alleviate this attack. This masking operator alters the scores ran-

domly without affecting the accept/reject decision, so the matcher does not return the

actual matching score between the target template and synthetic template. Instead,

the matcher returns a random score that is smaller than the preset decision threshold

(i.e., Sthreshold = 12.22) for unsuccessful attempts (for successful attempts, there is

no need to mask the scores):

S(Di, T
j
i ) ← (SThreshold − ε)RAND, (2.3)
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(a) (b)

(c)

Figure 2.18: A sample account is broken: (a) target template with overlaid minutiae,
(b) synthetic minutiae (red) and the original minutiae (blue) when the account is bro-
ken, (c) progression of matching scores (decision threshold is shown as the horizontal
line).
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(a) (b)

(c)

Figure 2.19: Synthetic template evolution for the account in Fig. 2.18: (a) best
initial guess (matching score=5.6), (b) at iteration 150 (matching score=8.6), (c) at
iteration 175 (matching score=10.5).
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where ε is a small constant greater than zero (ε = 0.01 in the current implemen-

tation), and RAND is a random number in the range [0, 1]. Since the accept/reject

decision is not affected by this mask, the masked score can still be used by the bio-

metric system to a limited extent. But it eliminates the possibility of matching score

fusion for a multimodal system, e.g., the system in [59], where matching scores from

different modalities are fused together to arrive at a decision.

Here the information leaked from the matcher (masked score) is not the actual

score, so the attacker wanders in the search space without actually improving the

template. In fact, when the scores are masked, the attacker did not break any of the

160 accounts before the maximum iteration number (1,200 in the current implemen-

tation) was reached. Comparing this with the fact that the attacker broke each of

the 160 accounts with 182 attempts on average when the scores were not masked,

masking the scores seems an effective way for repelling the attacker.

Another simple, but effective solution is to block matching attempts if there are

too many false matches in a given period of time (e.g., it is highly unlikely that

a legitimate user can provide more than, for example, 20 false matches per day).

Successive attempts may indicate an attack by an imposter, as proposed above, for

a specific template. If the attacker has enough time, even this measure may not be

very effective. For example, the attacker can accumulate results over multiple days:

if 200 iterations are necessary for breaking into an account, the attacker can mount

an attack that lasts 10 days (with 20 iterations/day) and still manage to break into

the account.

Further, as seen above, the attacker generates synthetic templates that have a
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relatively small (but still enough for positive authentication) number of matching

minutiae. This can be taken into account in the design of the minutiae matcher. For

instance, the matcher can be modified so that it rejects templates having number of

matching minutiae less than a threshold, at the expense of increasing the False Reject

Rate.

2.6 Summary

As the security of biometric systems is gaining widespread attention, numerous attack

systems have been proposed by researchers. In this chapter, we proposed a hill-

climbing based minutiae attack system that is quite effective for breaking into the

accounts of a small fingerprint database comprised of 160 users. It needs just 182

attempts, on average, to break each one of the accounts. Utilization of fingerprint class

prior probabilities, spatial minutiae presence probabilities, and class-based orientation

fields improves the effectiveness of the attacker. Without these, the attacker needs

271 attempts [67], on average, to break each account. Further, estimated minutiae

presence probabilities (with distinct fingerprint class dependencies) can also be used

in fingerprint minutiae individuality studies [47].

The proposed score masking procedure decreases the effectiveness of the attacker

considerably by eliminating the correlation between the controlled changes the at-

tacker introduces to the synthetic templates and the returned matching scores. With

masking, hill-climbing based attack system could not synthesize a valid minutiae

template.
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Chapter 3

Watermarking for Enhancing

Security of Biometric Systems

3.1 Introduction

While biometric techniques have inherent advantages over traditional personal identi-

fication techniques, the problem of ensuring the security and integrity of the biometric

data is critical. For example, if a person’s biometric data (e.g., her fingerprint im-

age) is stolen, it is not possible to replace it, unlike replacing a stolen credit card,

ID, or password. Schneier [57] points out that a biometrics-based verification system

works properly only if the verifier system can guarantee that the biometric data came

from the legitimate person at the time of enrollment. Furthermore, while biometric

data provide uniqueness, they do not provide secrecy. For example, a person leaves

fingerprints on every surface she touches and face images can be surreptitiously ob-

served anywhere that person looks. Hence, the attacks that can be launched against
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biometric systems (summarized in Chapter 2) have the possibility of decreasing the

credibility of a biometric system.

In order to promote widespread utilization of biometric techniques,an increased se-

curity of biometric data, especially fingerprints, is necessary. Encryption, watermark-

ing and steganography are possible techniques to achieve this. Steganography, derived

from the Greek language and meaning secret communication, involves hiding critical

information in unsuspected carrier data. While cryptography focuses on methods to

make encrypted information meaningless to unauthorized parties, steganography is

based on concealing the information itself. As a result, steganography-based tech-

niques can be suitable for transferring critical biometric information, such as minu-

tiae data, from a client to a server. Steganographic techniques reduce the chances

of biometric data being intercepted by pirates during transmission, hence reducing

the chances of illegal modification thereof. Digital watermarking techniques can be

used to embed proprietary information, such as a company logo, in the host data

to protect the intellectual property rights of that data [19]. They are also used for

multimedia data authentication. Encryption can be applied to biometric templates

for increasing security; the templates (that can reside in either (i) a central database,

(ii) a token such as smart card, (iii) a biometric-enabled device such as a cellular

phone with fingerprint sensor) can be encrypted after enrollment. Then, during au-

thentication, these encrypted templates can be decrypted and used for generating

the matching result with the biometric data obtained online. As a result, encrypted

templates are secured, since they cannot be utilized or modified without decrypting

them with the correct key, which is typically secret. However, one problem asso-
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ciated with this system is that encryption does not provide security once the data

is decrypted. Namely, if there is a possibility that the decrypted data can be inter-

cepted, encryption does not address the overall security of the biometric data. On the

other hand, since watermarking involves embedding information into the host data

itself (e.g., no header-type data is involved), it can provide security even after decryp-

tion. The watermark, which resides in the biometric data itself and is not related to

encryption-decryption operations, provides another line of defense against illegal uti-

lization of the biometric data. For example, it can provide a tracking mechanism for

identifying the origin of the biometric data (e.g., FBI). Also, searching for the correct

decoded watermark information during authentication can render the modification

of the data by a pirate useless, assuming that the watermark embedding-decoding

system is secure. Furthermore, encryption can be applied to the watermarked data

(but the converse operation, namely, applying watermarking to encrypted data is not

logical as encryption destroys the signal characteristics such as redundancy, that are

typically used during watermarking), combining the advantages of watermarking and

encryption into a single system. In the context of this study, the security of the bio-

metric data can be thought of as the means to eliminate at least some of the attacks

cited in Chapter 2.

3.2 Generic Watermarking Systems

Despite the obvious advantages of digital environments for the creation, editing and

distribution of multimedia data such as image, video, and audio, there exist important
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disadvantages: the possibility of unlimited and high-fidelity copying of digital content

poses a big threat to media content producers and distributors. Watermarking, which

can be defined as embedding information such as origin, destination, and access levels

of multimedia data into the multimedia data itself, was proposed as a solution for the

protection of intellectual property rights [19].

Handmade paper watermarking that started nearly 700 years ago inItaly was

the first application of content protection. These traditional watermarks typically

indicated the paper maker, the size of the paper, and the location of the mill that

produced the paper. An example of such a watermark, along with the mold used to

generate the watermark is given in Fig. 3.1 [21].

(a) (b)

Figure 3.1: Paper watermarking: (a) watermark, (b) mold used to generate the
watermark [21].

Even though the main principles date back hundreds of years, digital watermarking

has received considerable attention in the last 15 years. Along with the development of
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watermarking techniques, initial application area of content protection was expanded

to include authentication, data-monitoring, and transmission of value-added services.

The flow chart of a generic watermark encoding and decoding system is given in

Fig. 3.2. In this system, the watermark signal (W ) that is embedded into the host

data (X) can be a function of watermark information (I) and a key (K) as in

W = f0(I,K), (3.1)

or it may also be related to host data as in

W = f0(I, K,X). (3.2)

 

Watermark 
encoder 

Watermark (W ) 

Data ( X ) 

Key ( K ) 

Watermarked data (Y ) 

(a)

 

Watermark 
decoder 

Watermark (W ) and/or  
original data ( X ) 

Test data (possibly Y ) 

Key ( K ) 

Watermark or confidence                  

measure ( *I ) 

(b)

Figure 3.2: Digital watermarking block diagram: (a) watermark encoding, (b) water-
mark decoding.
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The watermark information (I) is the information such as the legitimate owner

of the data that needs to be embedded in the host data. The key is optional (hence

shown as a dashed line in Fig. 3.2) and it can be utilized to increase the security

of the entire system; e.g., it may be used to generate the locations of altered signal

components, or the altered values. The watermark is embedded into host data to

generate watermarked data Y

Y = f1(X, W ). (3.3)

In watermark decoding, the embedded watermark information or some confidence

measure indicating the probability that a given watermark is present in the test data

(the data that is possibly watermarked) is generated using the original data as

I∗ = g(X,Y,K), (3.4)

or without using the original data as

I∗ = g(Y, K). (3.5)

Also, it may be desirable to recover the original, non-watermarked data, X, in

some applications, such as reversible image watermarking. In those cases, an estimate

X̂ of the original data is also generated.

In watermark embedding, it is desired to keep the effects of watermark signal as

imperceptible as possible in invisible watermarking applications: the end user should
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not experience a quality degradation in the signal (e.g., video) due to watermarking.

For this purpose, some form of masking is generally utilized. For example, the fre-

quency masking properties of the human auditory system (HAS) can be considered

in designing audio watermark signals. Similarly, the masking effect of edges can be

utilized in image watermarking systems. Conversely, in visible watermarking applica-

tions, it is not necessary to consider these systems as the actual aim of the application

is to robustly mark the data, such as in embedding copyright data in terms of logos

for images available over the Internet [65]. An example of visible image watermarking

is given in Fig. 3.3 [37].

Figure 3.3: Visible image watermark [37].

Although there exist watermarking methods for almost all types of multimedia

data, the number of image watermarking methods is much larger than the other types

of media. In text document watermarking, generally the appearance of an entity in

the document body is modified to carry watermark data. For example, the words in
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a sentence can be shifted slightly to the left or right, the sentences themselves can be

shifted horizontally, or the features of individual characters can be modified (Fig. 3.4).

Although text document watermarks can be defeated relatively easily by retyping

or Optical Character Recognition (OCR) operations, the ultimate aim of making

unauthorized copies of the document more expensive in terms of effort/time/money

than obtaining the legal rights from copyright owner can still be achieved [19].

Figure 3.4: Text watermarking via word-shift coding [19].

Some authors claim that image watermarking methods can be applied to video,

since a video can be regarded as a sequence of image frames. But the differences

that reside in available signal space (much larger in video) and processing require-

ments (real time processing may be necessary for video) require methods specifically

designed for video data [19]. Sample methods modify the motion vectors associated

with specific frames or the labeling of frames to embed data. Audio watermarking

techniques are generally based on principles taken from spread-spectrum communi-

cations. Modifying audio samples with a pseudo-randomly generated noise sequence

is a typical example [19, 17].

In image watermarking, the watermark signal is either embedded into the spatial

domain representation of the image, or one of many transform domain representations

such as DCT, Fourier, and wavelet. It is generally argued that embedding watermarks
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in transform domains provides better robustness against attacks and leads to less

perceptibility of an embedded watermark due to the spread of the watermark signal

over many spatial frequencies and better modeling of the human visual system (HVS)

when using transform coefficients. An example of watermarking in the spatial domain

is given in Fig. 3.5(b) [28]. Amplitude modulation is applied to the blue channel pixels

to embed the 32-bit watermark data, represented in decimal form as 1234567890.

This is a robust watermarking scheme: the watermark data can be retrieved correctly

even after the watermarked image is modified. For example, the embedded data

1234567890 is retrieved after the watermarked image is (i) blurred via filtering the

image pixels with a 5x5 structuring element (Fig. 3.5(c)), and (ii) compressed (via

JPEG algorithm with a quality factor of 75) and decompressed (Fig. 3.5(d)).

A specific class of watermarks, called fragile watermarks, are typically used for

authenticating multimedia data. Unlike robust watermarks (e.g., the one given in

Fig. 3.5), any attack on the image invalidates the fragile watermark present in the

image and helps in detecting/identifying any tampering of the image. Hence, a fragile

watermarking scheme may need to possess the following features: (i) detecting tam-

pering with high probability, (ii) being perceptually transparent, (iii) not requiring

the original image at decoding site, and (iv) locating and characterizing modifications

to the image.

Typical fragile image watermarking techniques embed the watermark in the least

significant bit planes of an image. To increase their security, several variants such as

embedding image hash values have been proposed [29]. An example of fragile image

watermarking is given in Fig. 3.6 [36]. The tampering of the watermarked image is
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(a) (b)

(c) (d)

Figure 3.5: Image watermarking: (a) original image (640x480, 24 bpp), (b) water-
marked image carrying the data 1234567890, (c) image blurred after watermarking,
(d) image JPEG compressed-decompressed after watermarking [28].
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identified via the change in the regular structure of the decoded watermark image in

Fig. 3.6(d).

(a) (b)

(c) (d)

Figure 3.6: Fragile image watermarking: (a) watermarked image, (b) watermark
image decoded from the image in (a), (c) altered image (cf. addition of the glass
object), (d) watermark image decoded from the altered image in (c) [36].

3.3 Fingerprint Watermarking Systems

There have been only a few published papers on watermarking of fingerprint images.

Ratha et al. [51] proposed a data hiding method, which is applicable to fingerprint im-

ages compressed with the WSQ (Wavelet Scalar Quantization) wavelet-based scheme.

The discrete wavelet transform coefficients are changed during WSQ encoding, by tak-

ing into consideration possible image degradation. Fig. 3.7 shows an input fingerprint

image and the image obtained after the data embedding-compressing-decompressing
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cycle. The input image was obtained using an optical sensor. The compression ratio

was set to 10.7:1 and the embedded data (randomly generated bits) size was nearly

160-bytes. As seen from these images, the image quality does not suffer significantly

due to data embedding, even though the data size is considerable.

(a) (b)

Figure 3.7: Compressed-domain fingerprint watermarking [51]: (a) input fingerprint,
(b) data embedded-compressed-decompressed fingerprint.

Pankanti and Yeung [48] proposed a fragile watermarking method for fingerprint

image verification. A spatial watermark image is embedded in the spatial domain

of a fingerprint image by utilizing a verification key. Their method can localize any

region of image that has been tampered after it is watermarked; therefore, it can be

used to check integrity of the fingerprints. Fig. 3.8 shows a sample watermark image

comprised of a company logo, and the watermarked image. Pankanti and Yeung [48]

used a database comprised of 1,000 fingerprints (4 images each for 250 fingers). They

calculated the Receiver Operating Characteristics (ROC) curves before and after the

fingerprints were watermarked. These curves are observed to be very close to each

other, indicating that proposed technique does not lead to a significant performance

loss in fingerprint verification.
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(a) (b)

Figure 3.8: Fragile fingerprint watermarking [48]: (a) watermark image, (b) finger-
print image carrying the image in (a).

Gunsel et al. [18] described two spatial domain watermarking methods for fin-

gerprint images (Fig. 3.9). The first method utilizes gradient orientation analysis

in watermark embedding, so that the watermarking process alters none of the fea-

tures extracted using gradient information. The second method preserves the singular

points in the fingerprint image, which in turn preserves the classification of the wa-

termarked fingerprint image (e.g., into arch, left loop classes). In both methods,

watermark data consisted of 154-bits corresponding to the 7-bit ASCII code of string

“Fingerprint watermark.”.

3.4 Architecture of the Proposed System

Two application scenarios are considered in this study. The basic data hiding method

is the same in both scenarios, but it differs in the characteristics of the embedded data,

the host image carrying that data, and the medium of data transfer. While fingerprint

feature vector or face feature vector is used as embedded data, other information such
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(a) (b) (c)

Figure 3.9: Fingerprint watermarking results for [18]: (a) input fingerprint, (b) fin-
gerprint image watermarked using gradient orientation, (c) fingerprint image water-
marked using singular points.

as user name (e.g., “John Doe”), user identification number (“12345”), or authorizing

institution (“FBI”) can also be hidden into the images.

The first scenario involves a steganography-based application (Fig. 3.10): the

biometric data (fingerprint minutiae) that need to be transmitted (possibly via a

non-secure communication channel) are hidden in a host (also called cover or carrier)

image, whose only function is to carry the data. For example, the fingerprint minutiae

may need to be transmitted from a law enforcement agency to a template database,

or vice versa. In this scenario, the security of the system is based on the secrecy

of the communication. The host image is not related to the hidden data in any

way. As a result, the host image can be any image available to the encoder. In our

application, we consider three different types of cover images: a synthetic fingerprint

image, a face image, and an arbitrary image (Fig. 3.11). The synthetic fingerprint

image (360x280) is obtained after a post-processing of the image generated using the

algorithm described by Cappelli et al. [5]. Using such a synthetic fingerprint image to

carry actual fingerprint minutiae data provides an increased level of security since the
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person who intercepts the communication channel and obtains the carrier image is

likely to treat this synthetic image itself as a real fingerprint image, and not consider

that it is in fact carrying the critical data. The face image (384x256) was captured in

our laboratory. The “Sailboat” image (512x512) is taken from the USC-SIPI database

[70].

Stego image

Cover image

Watermark decoder

Watermark encoder

Extracted minutiae data

Secret key

Secret key

Communication channel

(e.g., synthetic fingerprint, face, arbitrary)

data
Minutiae

Figure 3.10: Block diagram of application scenario 1.

This application can be used to counter the seventh type of attack (namely,

compromising the communication channel between the database and the fingerprint

matcher) depicted in Fig. 2.1. An attacker will probably not suspect that a cover
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(a) (b) (c)

Figure 3.11: Sample cover images: (a) synthetic fingerprint, (b) face, (c) “Sailboat”.

image is carrying the minutiae information. Furthermore, the security of the trans-

mission can be further increased by encrypting the host image before transmission.

Here, symmetric or asymmetric key encryption [56] can be utilized, depending on

the requirements of the application such as key management, coding-decoding time

(much higher with asymmetric key cryptography), etc. The position and orientation

attributes of fingerprint minutiae constitute the data to be hidden in the host image.

The fingerprint images (300x300) used here were captured by a solid-state sensor

manufactured by Veridicom. The minutiae are extracted using the method outlined

in [23]. A secret key is utilized for encoding to increase the security of the hidden

data. The image with embedded data (called stego image) is sent through a channel

that may be subject to interceptions. At the decoding site, using the same key that

was used by the encoder (which can be delivered to the decoder using a secure channel

prior to stego image transfer), the hidden data is recovered from the stego image. The

keys can be different for every transmission, or several parameters such as receiver,

sender, and fingerprinted subject identities can be used in tuning the key assignment.

69



The second scenario is based on hiding facial information (e.g., eigen-face coeffi-

cients) into fingerprint images (Fig. 3.12). In this scenario, the marked fingerprint

image of a person can be stored in a smart card issued to that person. At an access

control site, for example, the fingerprint of the person possessing the card will be

sensed and it will be compared to the fingerprint stored on the smart card. Along

with the fingerprint matching, the proposed scheme will also extract the face infor-

mation hidden in the fingerprint image. The recovered face will be used as a second

source of authentication either automatically or by a human in a supervised biometric

application. In this scenario, one biometric (e.g., face) is embedded into another (e.g.,

fingerprint), in order to increase the security of the latter.

3.4.1 Data Hiding Method

The amplitude modulation-based watermarking method described here is an exten-

sion of the blue channel watermarking method of Kutter et al. [28]. The proposed

method includes image adaptivity, watermark strength controller, and host image

feature analysis along with the basic method in [28]. An earlier version of the method

was presented in [18], in which the increase in data decoding accuracy related to these

extensions was analyzed.

In the first step, the data to be hidden in the host image is converted to a binary

stream. In the first scenario, where fingerprint minutiae data are hidden, every field of

individual minutia is converted to a 9-bit binary representation. Such a representation

can code integers between [0, 511]. This range is adequate for x-coordinate ([0, N-1]),
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image

information
Facial Secret keyWatermark encoder

Secret key

Watermarked fingerprint image

Smart card

Fingerprint image analysis

Recovered face image

Decision

fingerprint image
Reconstructed

Authentication

Watermark decoder

Fingerprint

Figure 3.12: Block diagram of application scenario 2.

y-coordinate ([0, M-1]), and orientation ([0, 359]) of a minutia, where N and M are

the number of rows and columns in the fingerprint image, respectively. In the second

scenario, eigen-face coefficients are converted into a binary stream using 4-bytes per

coefficient. A random number generator initialized with the secret key generates

locations of the host image pixels to be watermarked. The details of this procedure
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are as follows: first, a sequence of random numbers between 0 and 1 is generated

using uniform distribution. Then, every number with odd indices is linearly mapped

to [0, X − 1], and every number with even indices is linearly mapped to [0, Y − 1],

where X and Y are the number of rows and columns of the host image, respectively.

Every pair comprised of one number with odd indices and one number with even

indices indicates the location of a candidate pixel to be marked. During watermark

embedding, a pixel is not changed more than once, as this can lead to incorrect bit

decoding. Also, the pixels where β(i, j) (marked pixel map, explained below) is zero

are not marked. If at any step in embedding, the candidate pixel can not be marked

due to one of these reasons, the next pixel location is considered.

The (i, j)th pixel is changed according to the following equation:

PWM (i, j) = P (i, j) + (2s− 1)PAV (i, j)q

∗ (1 +
PSD(i, j)

A
)(1 +

PGM (i, j)

B
)β(i, j), (3.6)

where PWM (i, j) and P (i, j) are values of the watermarked and original pixels at

location (i, j), respectively. The value of the watermark bit is denoted as s, and

the watermark embedding strength is denoted as q, where s ∈ [0, 1], and q > 0.

PAV (i, j) and PSD(i, j) denote the average and standard deviation of pixel values in

the neighborhood of pixel (i, j), and PGM (i, j) denotes the gradient magnitude. The

parameters A and B are weights for the standard deviation and the gradient magni-

tude, modulating the effect of these two terms: increasing either of them decreases the
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overall modulation effect on the amount of change in pixel intensity, while decreas-

ing them has the opposite effect. The minimum values for PSD(i, j) and PGM (i, j)

are both 0 (for neighborhoods with constant gray level), and the maximum value for

PSD(i, j) is around 127 (for a checkerboard pixel pattern composed of just 0 and

255 gray levels). The maximum value for PGM (i, j) is around 1,082 for a maximum

magnitude diagonal edge (e.g., intersection of gray levels 0 and 255). The β(i, j) term

guarantees that the so-called marked pixels, whose alteration may affect the perfor-

mance of an algorithm using the watermarked image (e.g., fingerprint verification in

the case of watermarked fingerprint images) remain unchanged: β(i, j) takes the value

0 if the pixel (i, j) is a marked pixel, and 1, otherwise. These three parameters (PSD,

PGM , and β) modulate the amount of change in pixel values made due to marking,

and they represent a significant modification of the basic marking method given in

[28].

In the second scenario, the marked pixels are defined by either minutiae analysis

or ridge analysis of the fingerprint image. In our experiments, PAV is calculated in a

5x5 square neighborhood, and PSD is calculated in a 5x5 cross-shaped neighborhood.

The gradient magnitude is computed via the 3x3 Sobel operator.

The image adaptivity terms discussed above adjust the magnitude of watermark-

ing by utilizing several properties of the human visual system (HVS). Using PAV (i, j)

in modulating the watermark magnitude conforms to the amplitude nonlinearity of

the HVS. As Eq. (3.6) shows, the magnitude of the change in the value of pixel

(i, j) caused by watermarking is higher when PAV (i, j) is high. The standard devia-

tion and gradient magnitude terms utilize the contrast/texture masking properties of
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HVS. These image adaptivity terms increase the magnitude of watermarking in image

areas where such an increase does not become very visible to a human observer.

Every watermark bit with value s in Eq. (3.6) is embedded at multiple locations

in the host image. This redundancy increases the decoding accuracy of the embed-

ded information (hence the system is not fragile). The amount of this redundancy

is limited by image capacity (size) and visibility of the changes in pixel values. Fur-

thermore, the β mask preserves critical features of the host fingerprint image. In

addition to the binary minutiae data, two reference bits, 0 and 1, are also embedded

in the host image. These reference bits help in calculating an adaptive threshold in

determining the minutiae bit values during decoding.

Decoding starts with finding the data embedding locations in the watermarked

image, via the secret key used during the watermark encoding stage. Note that

the original, non-watermarked image is not used in decoding, just the watermarked

image. For every bit embedding location (i, j), its value during decoding is estimated

as the linear combination of pixel values in a 5x5 cross-shaped neighborhood of the

watermarked pixels as shown in Eq. (3.7).

P̂ (i, j) =
1

8
(

2∑

k=−2

PWM (i + k, j) +
2∑

k=−2

PWM (i, j + k)− 2PWM (i, j)). (3.7)

The difference between the estimated and the watermarked pixel values is calcu-

lated as
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δ = PWM (i, j)− P̂ (i, j). (3.8)

These differences are averaged over all the embedding locations associated with the

same bit, to yield δ̄. For finding an adaptive threshold, these averages are calculated

separately for the reference bits, 0 and 1, as δ̄R0 and δ̄R1, respectively. Finally, the

watermark bit value ŝ is estimated as

ŝ =





1 if δ̄ >
δ̄R0+δ̄R1

2 ,

0 otherwise.

(3.9)

Eq. (3.9) essentially indicates that if δ̄ is closer to δ̄R1, that bit is declared as ‘1’;

if it is closer to δ̄R0, that bit is declared as ‘0’.

The watermark decoding process can produce erroneous bits since decoding is

based on an estimation procedure, which may fail to find the exact original pixel

values. This may lead to switched bits in decoding. However, in the context of

this work, it is imperative that every one of the embedded bits is decoded correctly

(i.e., 0% error rate). Since critical information is embedded, even one bit change can

decrease the usability of the data (e.g., minutiae data change, eigen-face coefficient

change due to switched bits). In order to increase the decoding accuracy, the encoder

uses a controller block. This block adjusts the strength of watermarking, q, on a

pixel-by-pixel basis, if there is a possibility of incorrect bit decoding. Effectively,

given the parameters such as A, B, and q, the encoder checks whether the decoding

will be correct or not. In the former case, the controller moves on to analyze the next

75



bit embedding location; in the latter case, q is increased to the point where the bit

can be correctly decoded.

From the decoded watermark bits, the payload data hidden in the host image

(minutiae data or eigen-face coefficients) are extracted. Using the recovered eigen-

face coefficients and the eigen-faces stored in the watermark decoding site, the hidden

face image is reconstructed. In the second application scenario, an estimate of the

original host fingerprint image is also found via replacing the watermarked pixel values

with the P̂ (i, j) calculated in Eq. (3.7).

3.5 Experiments and Results

In this section, experimental results will be presented for the two application sce-

narios explained in Section 3.4. Factors such as decoding accuracy and matching

performance will be highlighted. For the first scenario, nearly 17% of the stego image

pixels are changed during minutiae data hiding for all the three cover images shown

in Fig. 3.11. The key used in generating the locations of the pixels to be water-

marked is selected as the integer 1,000. However, the exact value of the key does

not affect the performance of the method. This key is used as the seed for the C++

random number generator. The generated random numbers are used as explained in

Section 3.4.1. Other random number generators can also be used without affecting

the performance of the proposed method. Remaining watermarking parameters are

set to: q = 0.1, A = 100, B = 1, 000. A higher q value increases the visibility of

the hidden data. Increasing A or B decreases the effect of standard deviation and
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gradient magnitude in modulating watermark embedding strength, respectively. The

amount of hidden data here is approximately 85 bytes. The extracted minutiae data

from all the three cover images is found to be exactly the same as the hidden data.

Furthermore, the performance of the proposed algorithm was determined as follows:

15 images (5 synthetic fingerprint, 5 face, and 5 arbitrary) were watermarked with

5 different sets of minutiae data, and by using 5 different keys. As a result, 375

different watermarked images were produced. Characteristics and sources of the host

images and watermarking parameters were the same as described previously. Indi-

vidual minutiae data sets contained between 23 to 28 points, with an average value

of 25. From all of these 375 watermarked images, the algorithm was able to extract

the embedded minutiae information with 100% accuracy.

For the second application scenario, the fingerprint image (300x300 pixels) shown

in Fig. 3.13(a) is watermarked using the input face image (150x130) shown in Fig.

3.13(b). The watermark information occupies 56 bytes, corresponding to the 14 eigen-

face coefficients (4 bytes per coefficient). These 14 eigen-face coefficients generate the

150x130 watermark face image of Fig. 3.13(c) [7]. Note that 14 eigen-face coefficients

are sufficient for a reasonable fidelity reconstruction of the input face. A small face

image database, consisting of 40 images (four images for each of the 10 subjects), was

used to generate the eigen-faces and coefficients.

Figures 3.13 (d)-(e) correspond to minutiae-based data hiding. The input image

in Fig. 3.13(a) is watermarked without changing the pixels shown in black (16% of

the total image pixels) in Fig. 3.13(d). This minutiae-based feature image, which

represents the β(i, j) term in Eq. 3.6, is obtained by drawing 23x23 square blocks
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(a) (b) (c)

(d) (e)

(f) (g)

Figure 3.13: Facial information embedding and decoding: (a) input fingerprint image
with overlaid minutiae, (b) input face image, (c) watermark face image, (d) fingerprint
feature image based on the minutiae, (e) reconstructed fingerprint image with overlaid
minutiae, where watermarking did not change the pixels shown in black in (d), (f)
fingerprint feature image based on the ridges, (g) reconstructed fingerprint image with
overlaid minutiae, where watermarking did not change the pixels shown in black in
(f).

around every minutia of the input fingerprint image. Fig. 3.13(e) shows the image

reconstructed during watermark decoding. Nearly 15% of the total number of image

pixels are modified during watermark encoding. This marking ratio is determined
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experimentally, by requiring 100% correct decoding of the embedded data. Figures

3.13 (f)-(g) correspond to ridge-based data hiding: The input image in Fig. 3.13(a)

is watermarked without changing the pixels shown in black (31% of the total number

of image pixels) in Fig. 3.13(f). This ridge-based feature image is obtained from the

thinned ridge image of the input fingerprint via dilation with a 3x3 square structuring

element comprised of all 9 pixels. Fig. 3.13(g) shows the image reconstructed during

watermark decoding. Nearly 15% of all image pixels are modified during watermark

encoding. This embedding ratio is the same as the one used for minutiae-based

embedding; fixing this parameter allows comparing the two methods based on their

β(i, j) mask characteristics alone, and not based on modified pixel ratio. Effectively,

the images in Figures 3.13(d) and 3.13(f) denote the binary β(i, j) maps.

In both of these cases, the key used in generating the locations of the pixels to be

watermarked is selected as the integer 1,000. However, as mentioned earlier, the exact

value of the key does not affect the performance of the method. Other watermarking

parameters are set to the same values used previously, namely: q = 0.1, A = 100,

B = 1, 000. The watermark data are decoded correctly in the decoding phase in both

of the cases; the recovered faces are exactly the same as the watermark face image in

Fig. 3.13(c).

In order to assess the effect of watermarking on fingerprint verification accuracy,

ROC curves for the original images and images that are recovered after watermark

decoding are computed. A total of 640 fingerprint images are used in the experi-

ments. These images come from 160 users, with 4 impressions each of the right index

finger captured using a Veridicom sensor. Three ROC curves given in Fig. 3.14 cor-
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respond to fingerprint verification (i) without data hiding, (ii) with minutiae-based

data hiding, and (iii) with ridge-based data hiding.
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Figure 3.14: ROC curves corresponding to original and eigen-face carrying fingerprint
images.

The proximity of the three curves in Fig. 3.14 indicates that both the minutiae-

based and the ridge-based watermarking methods do not introduce any significant

degradation in fingerprint verification accuracy, though it is observed that ridge-

based watermarking leads to less degradation. Furthermore, in both of these cases,

the embedded information (i.e., 14 eigen-face coefficients) was decoded with 100%

accuracy from all of the 640 watermarked images.
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3.6 Summary

The ability of biometrics-based personal identification techniques to differentiate be-

tween an authorized person and an impostor who fraudulently acquires the access

privilege of an authorized person is one of the main reasons for their popularity com-

pared to traditional identification techniques. However, the security and integrity

of the biometric data itself raise important issues, which can be ameliorated using

encryption, watermarking, or steganography.

In this chapter, two applications of watermarking to secure biometrics data were

presented. In addition to watermarking, encryption can also be used in order to

further increase the security of biometrics data. Our first application was related to

increasing the security of biometric data exchange, which was based on steganography.

In the second application, facial information was embedded within fingerprint images.

In this application, the data was hidden in such a way that the features that were used

in fingerprint matching were not significantly changed during encoding and decoding.

As a consequence, the verification accuracy based on decoded watermarked images

was very similar to that with original images. For applications where the watermarked

images need to be processed by humans (e.g., manual fingerprint matching), the

proposed method utilizes several properties of the human visual system to keep the

visibility of the changes made to the host images low. Further, the proposed system

can be coupled with a fragile watermarking scheme to detect illegitimate modification

of the watermarked templates.
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Chapter 4

Biometrics-Based Encryption

4.1 Introduction

The use of digital techniques in the creation, editing and distribution of multimedia

data (e.g., image, video, and audio) offers various opportunities to a pirate user,

such as high-fidelity and rapid duplication: the generated copies are exactly the same

as the original data, and copying is very fast. Contrariwise, analog techniques (e.g.,

printing and scanning an image) are relatively time consuming and they lead to quality

degradation (e.g., due to printer noise). As a result of another advantage of digital

techniques, the widespread usage of Internet provides additional channels for a pirate

to quickly and easily distribute copyrighted digital content to a large number of users

without the fear of being tracked. Hence, multimedia data owners and their legal

distributors are raising concerns about the loss of considerable amounts of revenues

and its adverse effects on the creation of novel material and its timely distribution. As

a result, the protection of multimedia content is now receiving a substantial amount
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of attention from the academia, multimedia industry, and regulatory government

agencies [69].

4.2 Techniques to Protect Multimedia Data

Two of the most commonly used methods for the protection of intellectual property

rights (IPR) of multimedia data are digital watermarking and cryptography:

4.2.1 Digital Watermarking

Digital watermarking (see Chapter 3 for details) consists of embedding some informa-

tion about the data (e.g., ownership, legitimate user identity, access rights) into the

multimedia data itself, typically by the copyright owner or the data distributor. Cur-

rently, there is no watermarking technique that is robust to all possible attacks that

can be mounted against it by the pirates (e.g., filtering, cropping, format change that

results in the erasure of, duplication of, or ambiguity about embedded watermarks).

As a result, this solution cannot eliminate the cited problems of piracy completely.

4.2.2 Cryptography

In traditional cryptographic systems, one or more keys are used to convert the plain

text (i.e. data to be encrypted: audio files) to cipher text (i.e. encrypted data:

encrypted audio files). The encrypting key(s) maps the plain text to essentially a

sequence of pseudo random bits (modern crypto algorithms are designed with this

criteria), that can only be mapped back to the plain text using the appropriate
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decrypting key(s). Without the knowledge of the correct decrypting keys, the conver-

sion of cipher text to the plain text is infeasible considering time and cost limitations

[56, 64]. Hence, the cipher text is secured: even if an attacker obtains the cipher text,

she cannot extract useful information (i.e. plain text) from it. Here, the plain text

can be any data that needs to be stored or transmitted securely: financial transac-

tions, e-mail communication, health records, fingerprint images, secret cryptographic

keys, etc.

Fig. 4.1 shows block diagrams of symmetric and asymmetric key cryptographic

systems, in the realm of two entities that want to communicate securely (denoted

as Alice and Bob). In the symmetric system, the decrypting key is the same as

the encrypting key (namely, Alice and Bob share the key KAB). Whereas in the

asymmetric system, the decrypting key is not the same as the encrypting key, and

it is only known to the recipient of the message: Alice can access Bob’s public key

(encrypting key) K+
B , but only Bob knows his private key (decrypting key) K−

B .

Current cryptographic algorithms (e.g., symmetric key systems Advanced Encryp-

tion Standard (AES) [44], Data Encryption Standard (DES) [64], or asymmetric key

system RSA [64]) have high theoretical and proven security. That is, there are no

publicly known feasible procedures to invert the associated cipher text back to the

plain text, given the computational resources (processor speed, processor quantity,

and storage capacity) available to attackers today. As a result, encryption of multime-

dia data (by the copyright owner or the data distributor) can be utilized to eliminate

the problems of unauthorized copying and distribution: the data will be useless with-

out the knowledge of the correct encrypting and decrypting keys. But this solution
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Figure 4.1: Traditional cryptography: (a) symmetric key system, (b) asymmetric key
system.

85



also has problems, as explained below.

Limitations of Cryptography for Multimedia Data Protection

Suppose Alice has an encrypted multimedia file, and assume that a pirate web site

or a pirate user, Bob, is distributing this file. In order for Alice to use the file, she

must also have the correct key(s) to decrypt the data. Alice can obtain the key(s) via

legal means, e.g., receiving them after registering herself at the legitimate web site

associated with the content and supplying her payment information (e.g., credit card

number). This way the content provider has the information about the user (Alice)

who is about to view/play/listen to (henceforth, this utilization of multimedia data

will be referred collectively as playing) the protected content, and it has the means

to charge Alice for this privilege. However, Alice can also obtain the key via pirated

means (e.g., Bob sends Alice the correct key, in addition to the encrypted file), which

eliminates the security provided by the encryption instantly. This illegal sharing of

keys (i.e. key management problem) is a big drawback of any content protection

scheme based on traditional cryptography.

How to Improve Traditional Cryptographic Algorithms?

An additional source of information that can be introduced to the encryption process

is related to the attributes of the physical system (hardware or software) utilized by

the consumers of multimedia data. For example, the hard disk (HD) serial number,

the operating system number, computer IP address, etc. can be used as keys (or

generators for keys) in the encryption process. In this scenario, the decoder checks
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these entities in a host computer and, if they are not the ones used during encryption,

the data cannot be decoded correctly (hence, if Alice is not using a computer that

has exactly the same credentials as those of Bob’s, she will not be able to play the

data). Here, it is assumed that the hardware identifiers cannot be tampered with,

for example, not only can Bob not easily send his hard drive to Alice, but also Alice

cannot tamper with her own hard drive serial number to imitate Bob’s hardware

credentials. But a legitimate user may want to play the multimedia file in multiple

systems, such as a notebook, desktop computer, or PDA. Using hardware identifiers

in the encryption/decryption processes eliminates such a possibility.

Another possible solution to illegal sharing of keys is to use biometric charac-

teristics of the users. Assuming that the biometric system is secure (information

about the feasibility of possible attacks can be found in Chapter 2), introducing the

biometric data of the user into the encryption/decryption processes (as keys or key

generators) can increase the security of the digital content and decrease the feasibility

of its illegal utilization. This would be equivalent to substituting the keys (e.g., KAB

in Fig. 4.1) with biometric data (e.g., fingerprint features). For example, in the sce-

nario mentioned earlier where Bob sent Alice a pirated file, now Alice would need to

present Bob’s finger (if fingerprint was used as the biometric identifier) to correctly

decode the pirated data. The feasibility (with respect to time, cost, and required

knowledge) of Alice replicating Bob’s fingerprint features at her site is considerably

less than obtaining traditional encryption keys from Bob. Hence, this solution has

the potential to alleviate the piracy of copyrighted multimedia data, if yet another

problem (variability of biometric data as explained below) can be solved.
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Biometric Variability & Cryptography

There is a big challenge to be overcome in using biometric signals as keys in encryp-

tion/decryption processes: biometric signals are not invariant over time. That is,

even legitimate users of the system may not be able to decrypt the files that were

encrypted with a previous acquisition of their biometric characteristics. For example,

in the case of fingerprints, multiple impressions of a finger change because of improper

placement of the finger on the sensor, sensor noise, dry or dirty fingers and cuts and

bruises on them (Fig. 4.2).

Figure 4.2: Intra-class variability of biometric signal: two different images of the same
finger, with overlaid minutiae.

Intra-class variations in the biometric signals lead to non-invariance of features.

For example, Fig. 4.2 shows the extracted minutiae features overlaid on the fingerprint

images. As a result, biometric data cannot be used directly to define a key in a digital

signature system. Note that, although these changes in biometric data are “small”,

the cryptographic system becomes useless if the intra-class variability results in even

a 1-bit change in the generated key. Traditional cryptographic systems work only if
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the key used during encryption is identical to the key used in decryption. Note that,

in spite of these intra-class changes, the biometric matcher will normally generate a

“higher” similarity score between two impressions of Bob’s fingerprints, compared to

the case when the input pair consists of one fingerprint from Bob and one from Alice.

4.3 Proposed System

We propose a multimedia content protection scheme based on biometric matching,

with the aim of eliminating the feasibility of the illegal key sharing problem outlined

above. Further, to achieve robustness against biometric variance, we use a novel

biometric data transfer protocol, as explained below.

Assume that there exist two communicating entities; the server S and the user

U . The user U wants to receive the file V that resides at S. During data transfer,

both asymmetric and symmetric key encryption schemes are used (see Section 4.2

above). In Fig. 4.3, K+
S and K−

S denote the public and private keys of S, respec-

tively. K+
S (.) and K−

S (.) denote the application of these keys in an asymmetric key

system. In the symmetric key system, E(X, k1, k2, . . . , kn) denotes encrypting the

file X first with key k1, then encrypting the resulting file with k2, and so on. Sim-

ilarly, D(Y, kn, kn−1, . . . , k1) denotes decrypting the file Y , first with key kn, then

decrypting the resulting file with key kn−1, and so on.

The data initially available at S and U are shown in respective columns inside

dashed boxes in Fig. 4.3. IU is the identity of the user U , such as the user name, PU

is the password selected by the user to be used in encryption/decryption steps, and
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Figure 4.3: Data transfer structure.
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Bt
U (t = 0, 1, 2, . . .) denotes the biometric data (either as raw data, or feature vectors

extracted from the fingerprint images as used in this study) of the user U , obtained

at time t. Note that the biometric data is not invariant with respect to time (i.e.

generally, Bt
U 6= Bt′

U , if t 6= t′) due to the reasons cited before.

Now, we describe the biometric-based encryption and decryption processes in

detail. First, using the public key of the server, the user encrypts IU , PU and B0
U ,

and sends this encrypted data to the server. The server decodes these three pieces

of information by using its private key K−
S . Due to this asymmetric key scheme

(e.g., RSA [56]), only the server S, and not an intruder, can decode this information.

After checking the validity of the user credentials and related issues such as payment

status (e.g., charging a credit card), the server creates a password PSUV T (which is

a function of the server S, user U , content V and a time stamp T , indicating the

transaction date and time) and sends it to the user after encrypting it with K−
S . The

user decodes this data by using the public key K+
S .

The server creates the encrypted content V1 by encrypting (symmetrically, using

e.g., DES [56]) V in a layered manner with the keys generated from PSUV T , PU , IU ,

and B0
U . After appending the biometric data (B0

U ) to V1 (necessary for eliminating

the problem of biometric variance), another set of layered encryption is carried out

as shown in Fig. 4.3 to arrive at Vf . The server sends this file to the user. When

the user wants to play the file, the keys used in encryption are used in reverse order

to find V2. Since this data (V2) contains B0
U , the biometric data obtained online

from the sensor, B1
U , can be matched with B0

U . If there is a positive match, i.e., B0
U

and B1
U are likely to be from the same finger (or face, voice, iris, etc.), a final set of
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layered decryption is carried out to arrive at the actual multimedia content V . This

will enable the media player to play the content V for user U . Note that if the user

U wants to play the multimedia data at a different time, say, t2, then B0
U will be

matched with B
t2
U and so on.

In the above secure data transfer scheme, we assume a “closed application”, where

the decrypted file is not stored at the user’s computer but decrypted just before it is

played. The biometric sensor, matcher, decryption module, media player and playing

medium (e.g., monitor, speaker, etc.) are assumed to be connected together securely,

where no tampering (that could allow access to the decrypted file) is possible.

4.4 Computational Requirements

When encryption and decryption are utilized in any system, the computational re-

quirements become an important issue, since these additional operations (that in-

crease the security) may render the overall system impractical. The computational

requirements of an asymmetric key system are several orders of magnitude larger

than that of a symmetric key system. Hence, we use the former just for processing

relatively small amounts of data, such as user identity, password, etc., and the latter

for encrypting the multimedia data itself (which can be huge in size; for example a

typical 3 min. music encoded in MP3 format can occupy 5 MB).

In the next section, we provide the computing times measured for typical encryp-

tion and decryption processes via the Advanced Encryption Standard (AES) [44],

which is a successor for the traditional Data Encryption Standard (DES) [43]. AES
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provides stronger security, not only due to increased key size (128 bits for AES, and

56 bits for DES) but also due to the design of the encryption algorithm itself. As

a result, it is replacing DES and its variants (e.g., 3-DES) in both government and

commercial applications. We have also implemented the system using DES during

the initial phases of this research [66].

As an alternative to generic systems such as AES and DES, cryptosystem archi-

tectures that are specifically designed for multimedia data (e.g., [71]) can be used for

reducing the time complexity and increasing the applicability of the system, especially

for real-time applications.

The utilization of biometric matching in encryption leads to two additional con-

siderations. Due to intra-class variations and inter-class similarities in biometric iden-

tifiers, every biometric system leads to some false rejects (conveyed via FRR or False

Reject Rate) and some false accepts (conveyed via FAR or False Accept Rate). Below,

we provide the results from recent government and academic evaluations of fingerprint

verification systems:

• FVC (Fingerprint Verification Competition) 2002 [32]: Publicly available (but

small-sized) databases are used. The results can be good indicators for com-

mercial system performances. The best system had an FRR of 0.28% at the

FAR of 0.1%.

• FVC (Fingerprint Verification Competition) 2004 [33]: The best system had an

FRR of 4.7% at the FAR of 0.1%. Note that the utilized databases were more

complex (e.g., due to larger, exaggerated finger distortions) than those of FVC
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2002, hence performance of state-of-the art in fingerprint matching may seem

to be decreasing (cf. FRR’s of 4.7% vs 0.28%). But this database difference is

the key factor in the observed performance deviation.

• NIST FpVTE (Fingerprint Vendor Technology Evaluation) 2003 [46]: Govern-

ment databases (large size) are used. The results can be good indicators for

government application system performances. The best system had an FRR of

0.4% at the FAR of 0.01%.

• NIST SDK (Software Development Kit) Test 2005 [45]: Again, large-sized gov-

ernment databases are used. The best system had an FRR of 0.99% at the

FAR of 0.01%. The system evaluation architecture (vendor supplied hard-

ware for FpVTE vs. common government hardware for SDK Test) and utilized

databases affect the performance deviation.

As an example, we will consider the FVC 2004 evaluation. For the cited FAR

value of 0.1%, FRR of 4.7% would imply that a genuine user will not be accepted

by the fingerprint matcher (approximately once in 20 tries) and therefore will not be

able to play the multimedia content that she has legitimately acquired (a nuisance

for the genuine user). While user habituation will decrease this error significantly,

to eliminate this problem and reduce the FRR, the sensor may capture the same

biometric more than once to increase the probability of a match. For example, if two

impressions are captured, the FRR may reduce to 0.0017 (=1− [(1− 0.047) + 0.047 ∗

(1− 0.047)]).

Also, multiple biometric modalities (such as fingerprint, iris, etc.) can be used in
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encryption and decryption processes, and matching of any single biometric modality

can suffice for initiating the decryption of the encrypted file.

The FAR value of 0.1% indicates that a user (e.g., Alice) will be able to play

the multimedia file encrypted with another user’s (e.g., Bob’s) fingerprint, with a

probability of 0.1% (resulting in pirate playing of multimedia content with 1 in 1,000

probability). This false accept phenomenon is present in any system including bio-

metric components, and as such, it is a drawback. Nevertheless, its effect can be

decreased by tuning the biometric matcher’s decision threshold so as to decrease

FAR (but at the expense of increasing the associated FRR).

Another issue in using biometric data is the time needed for verifying a user.

The FVC 2004 study [33] reported that the verification time for the best fingerprint

matcher was 1.48 seconds (for a 1.41 GHz processor). This suggests that fingerprint

matching is viable for use in encryption/decryption processes to secure multimedia

data as outlined in Fig. 4.3.

4.5 Experiments and Results

Here, we provide encryption and decryption times for the application of AES symmet-

ric cipher on multimedia files. The standard key length in AES is 128-bits. Hence,

the user ID (IU ), the user selected password (PU ), and server generated password

(PSUV T ) are used directly as AES keys, where these values are 16-character strings

composed of 8-bit ASCII code. The biometric data (Bt
U , t = 0, 1, 2, . . .) are generally

larger in size; for example, a typical fingerprint image may generate a feature vec-
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tor (composed of minutiae location and orientation data) that is more than 600-bits

[23]. Similarly, iris images generate a feature vector (IrisCode) with a 2048-bit length.

These feature vectors can be converted to 128-bit keys via one-way hash functions,

and then utilized as AES keys. In this study, we used the MD5 [56] hash function

on the fingerprint feature vectors to arrive at 128-bit hash values and used them as

biometric-based encryption and decryption keys.

On a 3.2 Ghz Pentium 4 processor machine, the encryption (totally 7 epochs)

and decryption (totally 7 epochs) of a 5 MB file took 1.8 seconds each. This time

is acceptable since the decryption is only carried out once before playing the multi-

media file. Furthermore, utilization of special hardware chips can reduce these times

substantially [56].

4.6 Summary

In this chapter, a multimedia content protection scheme was proposed. It is based

on layered encryption/decryption involving biometric authentication. Utilization of

fingerprints as keys in encryption/decryption procedures eliminates the feasibility of

illegal key sharing, which hampers the content protection schemes based solely on

traditional keys.

The computation times required for the necessary encryption and decryption pro-

cesses are provided for AES symmetric-key system. These times show the applicability

of the method. Utilization of widely available encryption/decryption systems (e.g.,

AES and previously DES) increases the applicability even further. Custom hardware
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chips will reduce these times in future applications.
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Chapter 5

Biometric Cryptosystems

5.1 Introduction

As seen in Section 4.2.2, current cryptographic systems (e.g., DES, AES, RSA) have

high theoretical (related to the complexity of the underlying building blocks in their

construction) and proven (related to the infeasibility of the attacks mounted against

them) security for containing the plain text data. Nevertheless, we showed that illegal

key sharing (key management problem) is one of their major drawbacks: regardless of

the security of the algorithms, if the keys that need to be known only to the legitimate

parties in the communication are shared freely, it is trivial to convert cipher text

back to plain text. As a solution to this problem, we have proposed to use biometric

identifiers as keys in traditional cryptographic systems described in Chapter 4.

Another limitation of the cryptographic systems is that they require the keys to be

very long and random for high security. For example, AES requires at least 128-bits

(which corresponds to a 19 character key from a 7-bit ASCII code). This makes it
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impossible for users to remember the keys. As a result, the cryptographic keys are

stored within a physical medium (e.g., in a computer or on a smart card) and released

based on some alternative authentication mechanism. If this mechanism succeeds, the

released key can be used in encryption/decryption procedures.

The most popular authentication mechanism used for this purpose is based on

passwords, which are again cryptographic key-like strings but they are simple enough

for users to remember (hence it is not necessary for users to store this information

within a physical medium). As an example, the string “CoTtOn1970+” can be se-

lected as a password by someone who was born in 1970 and who has a cat named

Cotton: she can remember it easily and she hopes that it can not be guessed by

attackers. Hence, the plain text (e.g., e-mail records, financial records) protected by

a cryptographic algorithm is only as secure as the password (the weakest link) that

releases the correct decrypting keys. Simple passwords (e.g., “cotton”) compromise

security: they can be guessed, either by using social engineering methods (observing

the names of pets, relatives, favorite movies . . . ), or by brute force search. In fact,

even though the theoretical password space can be quite large (for 8 character pass-

words from 7-bit ASCII code, there are 1288 ≈ 7.2 · 1016 different passwords), in an

experiment involving 13,797 Unix passwords, Klein [27] was able to crack approxi-

mately 25% of the passwords using a dictionary including just 62,727 words. As a

natural remedy to this problem, complex passwords are, however, difficult to remem-

ber and expensive to maintain (e.g., due to calls to helpdesks to reset a password if

the user forgets it). Furthermore, passwords are unable to provide non-repudiation:

a subject may deny releasing the key using password authentication, claiming that
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her password was stolen and that a thief released the key.

Many of the above limitations of password-based authentication can be eliminated

by incorporating biometric authentication into the cryptographic system. This can

be done in one of the following two modes (Fig. 5.1): (i) in biometrics-based key

release, the biometric matching is decoupled from the cryptographic part. Biometric

matching operates on the traditional biometric templates: if they match, the crypto-

graphic key is released from its secure location, e.g., a smart card or a server. Here,

biometrics effectively acts as a wrapper mechanism for the cryptographic domain,

(ii) in biometrics-based key generation, biometrics and cryptography are merged to-

gether at a much deeper level. Biometric matching can effectively take place within

the cryptographic domain, hence there is no separate matching operation that can be

attacked. In other words, biometric matching does not function as a wrapper around

the stored secret key; instead, positive biometric matching extracts the secret key

from the conglomerate key/biometric template data.

Note that the biometrics-based solution to the illegal key sharing problem we

introduced in Chapter 4 uses biometric identifiers as cryptographic keys. However,

the two alternatives to password-based authentication that we introduce here (i.e.

biometrics-based key generation and biometrics-based key release) aim at containing

the cryptographic keys: once the keys are released as shown in Fig. 5.1, they can be

used directly in asymmetric or symmetric schemes of Fig. 4.1.

In this chapter, we propose a key generation algorithm operating on fingerprint

features (Section 5.4). First, however, we review the algorithms (including the algo-

rithm of Juels and Sudan [25], which forms the basis of our system) proposed in the
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Figure 5.1: Two modes of combining biometrics with cryptography: (a) key release,
(b) key generation.
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literature associated with both of the biometric cryptosystem modes and highlight

their relative strengths and weaknesses.

5.2 Background

Soutar et al. [62, 61, 63] proposed a “key binding” algorithm for an optical correlation-

based fingerprint matching system. This algorithm binds a cryptographic key with

the user’s fingerprint image at the time of enrollment. The key is then retrieved

only upon successful authentication. By using several training fingerprint images of

a finger (typically 5), the algorithm first creates a correlation filter function H(u),

which has both the magnitude (|H(u)|), and phase (eiϕ(H(u))) components. The

design criteria for this function include both distortion tolerance (in order to minimize

FRR) and discriminability (in order to minimize FAR). The algorithm also outputs

c0(x), which is obtained by convolution/correlation of the training fingerprint images

with H(u). Then, the complex conjugate of the phase component of H(u), e−iϕ(H(u)),

is multiplied with a randomly generated phase-only array of same size, resulting in

Hstored(u), and the magnitude of H(u) is discarded. This process eliminates the

possibility of reverse engineering a user’s fingerprint image from H(u). A given or

randomly generated N-bit (typically 128-bit) cryptographic key, k0, is then linked with

binarized correlation output c0 by using an error-correcting code (in order to tolerate

some expected variation in the biometric signal during authentication), resulting in a

lookup table, LT. This cryptographic key is also used as an encryption key to encrypt

S bits of Hstored(u) and the resultant encrypted message is hashed (using a standard
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hashing function such as SHA-1 or Triple-DES [56]) to form an identification code

id0. Finally, Hstored(u), LT, and id0 are stored in the database as the biometric

template for the user (called Bioscrypt by the authors).

During authentication, the user inputs one or more (typically 5) fingerprint images

of her finger. The Hstored(u) for this user is retrieved from her stored Bioscrypt, and

combined with the input fingerprint images to produce a correlation output c1(x).

A cryptographic key retrieval algorithm then uses the LT of the user (stored in her

Bioscrypt) to extract a key k1 from the correlation output c1(x). The retrieved key,

k1, is used to create a new identification code id1 in exactly the same way as was done

during enrollment. If id1 = id0, then k1 is released into the system, else an “authen-

tication failed” message is returned. Thus, the system never releases any wrong key

into the system if the biometric authentication fails. The main criticism of Soutar et

al.’s work in the literature [12, 25] is that the method does not carry rigorous security

guarantees. The authors do not explain how much entropy is lost at each stage of

their algorithm. Further, the resulting FAR and FRR values associated with key re-

lease are unknown. The authors also assume that the input and database fingerprint

images are perfectly aligned. Even with a very constrained image acquisition system,

it is unrealistic to acquire fingerprint images without any misalignment.

Davida et al. [12, 13] propose an algorithm based on iris biometric. They con-

sider binary representation of iris texture, called IrisCode [11], which is 2,048 bits in

length. The biometric matcher computes the Hamming distance between the input

and database template representations and compares it with a threshold to determine

whether the two biometric samples are from the same person or not. The authors
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assume that the IrisCodes from different images of the same iris can have up to 10%

of the 2,048 bits (i.e. 204 bits) different from the same iris’s template IrisCode. The

authors also assume that the IrisCodes of different irises differ in nearly 45% of the

2,048 bits (i.e. 922 bits).

During enrollment, multiple scans of a person’s iris are collected and K-bit

(K = 2, 048) IrisCodes are generated for each scan. These IrisCodes are then com-

bined (through a majority decoder) to arrive at a canonical IrisCode, T , of the same

length. An [N, K, D] (where N: codeword size, and D: the minimum distance between

codewords) bounded distance decoding error correcting code [30] is then constructed

by adding C check bits to the K-bit IrisCode (C is determined such that 10% of K bits

can be corrected) resulting in an N -bit codeword, denoted by T ||C. The codeword,

T ||C, is hashed and digitally signed, denoted by Sig(Hash(T ||C)), and together with

the check bits C, stored as the database template for the user. At the time of authen-

tication, multiple samples of the iris of a person are collected and T ′ is estimated.

The check bits C from the database template are used to perform error correction

on the codeword T ′||C and the corrected IrisCode T ′′ is produced. Then T ′′||C is

hashed and signed (just like during enrollment), resulting in Sig(Hash(T ′′||C)). If

Sig(Hash(T ′′||C)) is exactly the same as the Sig(Hash(T ||C)) stored in the database

template, authentication succeeds. Davida et al. [12, 13] argue that the database tem-

plate of a user itself can be used as a cryptographic key (note that this key would

always be the same for the same biometric identifier in contrast to cryptographic

key binding algorithms such as the Soutar et al.’s algorithm [62, 61, 63] that can

bind any random/given key with biometric data). If a chosen biometric does not
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provide the desired entropy (i.e. cryptographic strength), the authors propose that

a password, PIN, or multiple biometrics can be added to the system to increase the

entropy. Davida et al.’s [12, 13] algorithm is fast and provably secure. However, they

propose to store error-correcting bits C in the database, which may lead to some

leakage of information (that can be exploited by an attacker) about the user’s bio-

metric data. Further, the error tolerance of their scheme is rather small. The authors’

assumption that only 10% bits of IrisCode change among different presentations of a

person’s iris is too restrictive. In fact, up to 30% bits of IrisCode could be different

between different presentations of the same iris [11]. The authors assume that by

acquiring a large number of samples of the iris, the errors in the IrisCode could be

significantly minimized. Finally, the authors assumed that the input and database

template IrisCodes are completely aligned. Although constrained iris image acquisi-

tion systems can limit the misalignment among different acquisitions of the same iris,

some degree of misalignment is natural.

Monrose et al. [41] proposed a method to make passwords more secure by combin-

ing keystroke biometrics with passwords. Their technique was inspired by password

“salting”, where a user’s password (pwd) is salted by prepending it with an s-bit

random number (the “salt”), resulting in a hardened password (hpwd). During en-

rollment, the following information is stored in the user’s database template: (i) a

randomly chosen k-bit (typically, k = 160) number r, (ii) an “instruction table” en-

crypted with pwd (the instruction table is created as follows: first, the user’s keystroke

features (typically 15 in number) are thresholded to generate a binary feature descrip-

tor, then the binary feature descriptor and r are used to create the instruction table
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using Shamir’s secret sharing scheme [56] (the instruction table essentially contains

instructions on how to generate hpwd from the feature descriptor, r, and pwd)), and

(iii) a “history file” encrypted with hpwd. At the time of authentication, the algo-

rithm uses r and the instruction table from the user’s template and the authentication

password pwd′ and keystroke features acquired during the authentication to compute

hpwd′. The hpwd′ is then used to decrypt the encrypted history file. If the decryption

is successful, the authentication is considered successful, and the r and history file of

the user are modified in the template; if the authentication is unsuccessful, another

instance of hpwd′ is generated from the instruction table in a similar way but with

some error correction. If the authentication does not succeed within a fixed number

of error correction iterations, the authentication finally fails. The authors claim that

the hardened password itself can be used as an encryption key. A weakness of this

work is that it only adds about 15-bits of entropy to the passwords, thus making

them only marginally more secure. However, in their subsequent work [40, 39, 38],

Monrose et al. made minor modifications to their original scheme, applied it to voice

biometrics (which is more distinctive than keystroke biometrics), and were eventually

able to generate cryptographic keys of up to 60-bits, which although much higher

than the 15-bits achieved in their earlier work, is still quite low (e.g., compared to

128-bits of AES) for most security applications. One of the strengths of Monrose et

al.’s work is that they have demonstrated the practicality of their algorithm through

experiments. The authors also implemented their scheme on a resource-constrained

device (Compaq’s off-the-shelf IPAQ Personal Digital Assistant) [38]. Different ap-

plications can use different cryptographic keys for a person (or the same application
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can change the cryptographic key upon re-enrollment) by using different content (i.e.

a different typed or uttered password).

Tuyls et al. [31] assume that a noise-free template X of a biometric identifier

is available at the enrollment time and use this to enroll a secret S to generate a

helper data W . They assume that each dimension (of a multidimensional template)

is quantized at q resolution levels. In each dimension, the process of obtaining W

is akin to finding residuals that must be added to X to fit to an odd or even grid

quantum depending upon whether the corresponding S bit is 0 or 1. At decryption

time, the biometric template Y (a noisy version of X) is used to decrypt W to obtain

a decrypted message S′ which is approximately the same as S. In each dimension, the

process of decryption guesses whether a particular bit of secret S is 0 or 1 depending

upon whether the sum of Y and W resides in an even or odd quantum of the corre-

sponding dimension. It is hoped that the relatively few errors in S′ can be corrected

using error-correction techniques, hence the resultant S can be used as a key in tra-

ditional cryptosystems. Their technique assumes that the biometric representations

are completely aligned and that noise in each dimension is relatively small compared

to the quantization Q. Due to variability in biometric identifiers, different W may

be generated for the same message S. The authors prove that very little information

is revealed from W by appropriately tuning the quantization scheme with respect to

the measurement noise.

In their “fuzzy commitment” scheme [26], Juels and Wattenberg generalized and

significantly improved Davida et al.’s methods [12, 13] to tolerate more intra-class

variation in the biometric characteristics and to provide stronger security. In the
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fuzzy commitment scheme, the user at the enrollment time selects a secret message

C. Let d denote the difference vector between the user biometric key X and C.

The encrypted message (which is considered as a fuzzy commitment F : user com-

mits to secret C) then consists of d and y = hash(C), where hash is a one-way

hash function such as SHA-1 [56]. At the decrypting end, with biometric repre-

sentation Y , (Y + d) is used to decode the nearest codeword C ′. Again, with the

help of error correcting techniques, it is hoped that the error in C ′ can be corrected

to obtain the original message C. A simple numerical example for this system is

as follows: Assume the secret message C is selected from the universal code space

of {0000000000, 0000011111, 1111100000, 1111111111}, e.g., C = (0000011111). Also,

assume that the error correction (f) is based on majority decoding on 5-bit blocks (e.g.,

01010 decodes to 00000, and 11001 decodes to 11111). If the user biometric key (e.g.,

fingerprint template) is X = (0101010101), it follows that d = X−C = (0101001010).

The fuzzy committment is then F = (hash(0000011111), 0101001010). During de-

crypting, the user can provide the fingerprint template Y = (1101011101). Note

that X and Y differ in two bits. Finally, hash(f(Y − d)) = hash(f(1000010111)) =

hash(0000011111), which is equivalent to the hash value in commitment F , hence

verification succeeds. The authors acknowledge that one of the major shortcomings

of the fuzzy commitment scheme is that it requires the biometric representations X

and Y to be ordered so that their correspondence is obvious.

Juels and Sudan’s fuzzy vault scheme [25] is an improvement upon previous work

by Juels and Wattenberg [26]. Assume Alice is a legitimate user of this scheme, and

Bob is an attacker. In [25] Alice can place a secret κ (e.g., secret encryption key) in
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a vault and lock (secure) it using an unordered set A. Here, an unordered set means

that the relative positions of set elements do not change the characteristics of the set:

e.g., the set {−2,−1, 3} conveys the same information as {3,−1,−2}. Bob, using

an unordered set B, can unlock the vault (access κ) only if B overlaps with A to a

large extent. The procedure for constructing the fuzzy vault is as follows: First, Alice

selects a polynomial p of variable x that encodes κ (e.g., by fixing the coefficients of p

according to κ). She computes the polynomial projections, p(A), for the elements of

A. She adds some randomly generated chaff points that do not lie on p, to arrive at the

final point set R. When Bob tries to learn κ (i.e., find p), he uses his own unordered set

B. If B overlaps with A substantially, he will be able to locate many points in R that

lie on p. Using error-correction coding (e.g., Reed-Solomon [30]), it is assumed that

he can reconstruct p (and hence κ). A simple numerical example for this process is as

follows: Assume Alice selects the polynomial p(x) = x2−3x+1, where the coefficients

(1, -3, 1) encode her secret κ. If her unordered set is A = {−1,−2, 3, 2}, she will

obtain the polynomial projections as {(A, p(A))} = {(−1, 5), (−2, 11), (3, 1), (2,−1)}.

To this set, assume Alice adds two chaff points C = {(0, 2), (1, 0)} that do not lie on

p, to find the final point set R = {(−1, 5), (−2, 11), (3, 1), (2,−1), (0, 2), (1, 0)}. Now,

if Bob can separate at least 3 points from R that lie on p, he can reconstruct p, hence

decode the secret represented as the polynomial coefficients (1, -3, 1). Otherwise, he

will end up with an incorrect p, and he will not be able to access the secret κ.

The security of the scheme is based on the infeasibility of the polynomial recon-

struction problem (i.e., if Bob does not locate many points that lie on p, he can not

feasibly find the parameters of p, hence he cannot access κ). The scheme can tolerate

109



some differences between the entities (unordered sets A and B) that lock and unlock

the vault, so Juels and Sudan named their scheme fuzzy vault. This fuzziness can

come from the variability of biometric data: even though the same biometric entity

(e.g., right index finger) is analyzed during different acquisitions, the extracted bio-

metric data will vary due to acquisition characteristics (e.g., placement of the finger

on the sensor), sensor noise, robustness of the feature extractor, etc. The fuzzy vault

scheme is expected to tolerate these intra-class variations. On the other hand, in tra-

ditional cryptography, if the keys are not exactly the same, the decryption operation

will fail.

Note that since the fuzzy vault can work with unordered sets (common in bio-

metric templates, including fingerprint minutiae data), it is a promising candidate

for biometric cryptosystems. Having said this, the fuzzy vault scheme requires pre-

aligned biometric templates. Namely, the biometric data at the time of enrollment

(locking the vault) must be properly aligned with the biometric data at the time of

verification (unlocking the vault): following the example given above, Bob is able to

unlock the vault if he selects the set B = {−1,−2, 2, 0}, since he manages to identify

three points {(-1,5),(-2,11),(2,-1)} that lie on Alice’s polynomial p. When we extend

this example to biometric templates, if the entity (e.g., minutiae location), say, {−5}

is in fact biometrically equivalent to element {−1} (e.g., due to just 4 pixel shift of

the coordinate frame), {−5} should be used as {−1} during vault unlocking, hence

the need for alignment arises.

Alignment is an essential requirement due to different types of distortion that can

occur during biometric data acquisition. Further, the number of feasible operating

110



points (where the vault operates with negligible complexity, e.g., measured via the

number of required access attempts to reveal the secret for a genuine user and with

considerable complexity for an imposter user) for the fuzzy vault is limited.

Dodis et al. [15] proposed theoretical foundations for generating keys from the

“key material” that is not exactly reproducible (e.g., passphrases, answers to ques-

tionnaires, biometric data that changes between enrollment and verification). Similar

to the notion of helper data of Tuyls et al. [31], Dodis et al. [15] define fuzzy ex-

tractors (FE) that create variable R from the key material w, plus generate public

(helper) data P . FE again generates R from w′, if w′ is “close” to w, given the

variable P . For three distance metrics (Hamming distance, set difference and edit

distance), Dodis et al. calculate the information revealed by P , and elaborate on the

existence of possible algoritms for FE construction. They also propose a modification

of the Juels and Sudan’s fuzzy vault scheme [25]: instead of adding chaff points to

the projections of the polynomial p, Dodis et al. [15] propose to use a polynomial p′

(of degree higher than p) which overlaps with p only for the points from the genuine

set A. The security of the scheme is based on the degree of this new polynomial p′,

which replaces the final point set R of Juels and Sudan’s scheme [25].

Clancy et al. [6] propose a “fingerprint vault” based on the scheme of Juels and

Sudan [25]. At the enrollment time, multiple (typically 5) fingerprints of users are

acquired. The fingerprint representation (minutiae positions) is extracted from each

fingerprint. Correspondence between feature points (minutiae) extracted from the

multiple prints is established using a bounded nearest-neighbor algorithm. That is,

when different prints of a finger are overlaid on top of each other, the minutiae in
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one print that are within a close spatial proximity of minutiae in the other print are

considered as the same (“corresponding”). Thus, corresponding minutia form clusters

and these are used to estimate the variance of minutia location (d). The minutia for

which the correspondence is found in at least a predetermined (typically 2) set of

prints constitutes the effective feature representation (i.e. locking set, G). Given the

fingerprint impression size and d, Clancy et al. add the maximal number of random

(chaff) points (N = 313 in their implementation) to the feature representation that

are at least a distance d (d = 11 in their implementation) away from all the other

feature points. As in Juels and Sudan’s work [25], the union of G and N constitutes

the abscissa of the encoded message; the ordinates are determined by the polynomial

embedding of the secret to be shared. At the decrypting end, given a user fingerprint

(which is assumed to be pre-aligned with the enrollment fingerprint), the features are

extracted. The features are used to find the corresponding points within the encoded

message using the bounded nearest-neighbor algorithm based on the abscissa alone.

The corresponding ordinates with the encoded message are fed into Reed-Solomon

error correcting codes to recover the encoded polynomial. The authors simulated this

error-correction step without actually implementing it. The strength of this work is

that it concretely describes the fuzzy vault implementation in the fingerprint domain

and concludes that it is possible to achieve an FAR of 2−69 ≈ 1.7 · 10−21 (e.g., 69-bit

security), at an FRR of about 20 − 30% for a fingerprint database comprised of 23

distinct fingers (5 impressions each).

Yang and Verbauwhede [73] attempted to eliminate the pre-alignment requirement

of Clancy et al.’s [6] algorithm. First, the enrollment fingerprint is analyzed to find
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a “reference minutia”: it is defined as a minutia (i) that is present in all of the

multiple (e.g., 3) fingerprint impressions, and (ii) whose local structure (based on

its distance and orientation with respect to its two nearest-neighbor minutiae) does

not change. The fingerprint that will lock the vault is registered with respect to

this reference minutiae (using the reference minutia as the origin of a new coordinate

frame), and the vault is generated similar to Clancy et al.’s [6] algorithm, by using

minutiae coordinates. For unlocking the vault, the same steps are applied to query

fingerprint images to find another “reference minutia”. Now, if the two reference

minutiae (the one found during locking the vault, and the one found during unlocking

the vault) are the same, the origins of the coordinate frames used during locking and

unlocking would be the same, and hence, the alignment could be established. Yang

and Verbauwhede [73] assumed this to be the case. Note that this assumption is not

guaranteed to be true, but the authors did not provide details about this issue. In an

experiment involving a very small database (comprised of 10 distinct fingers, with 10

impressions each), they reported a FRR of 17% with no false accepts.

In Table 5.1, we provide a comparison of these algorithms (Soutar et al.

[62, 61, 63], Davida et al. [12, 13], Monrose et al. [41, 40, 39, 38], Tuyls et al.

[31], Juels and Sudan [25], Dodis et al. [15], Clancy et al. [6], and Yang and Ver-

bauwhede [73]). The third column indicates the key release (R) or key generation (G)

classification. In the remaining columns, the qualifications high, medium, and low are

denoted by H, M, and L, respectively. Practicality deals with the complexity of the

algorithm. The sensitivity of a scheme was assessed based on our qualitative percep-

tion of whether the algorithm can tolerate realistic variations in the biometric signal
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such as noise, variable-length representation and unaligned representation. Rigor-

ous security analysis for the first two algorithms in Table 5.1 has not been provided

(denoted by N/A).

Note that the scheme that we propose later in this chapter provides a concrete

fingerprint-based implementation of the Dodis et al. [15] algorithm (hence enjoying

the associated characteristics such as high practicality and security) and furthermore

eliminates the sensitivity to variations cited above.
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Soutar et al. [62, 61, 63] Fingerprint R H M H N/A
Davida et al. [12, 13] Iris G H H L N/A

Monrose et al. [41, 40, 39, 38] Keystroke, voice G H H H M
Tuyls et al. [31] No evaluation G H L L H

Juels and Sudan [25] No evaluation G H H L H
Dodis et al. [15] No evaluation G H H L H
Clancy et al. [6] Fingerprint G H H M H

Yang and Verbauwhede [73] Fingerprint G H H M H

Table 5.1: Comparison of various biometrics-based key generation and key release
algorithms.

5.3 Methods to Improve Biometric Cryptosystems

As seen above, the main problem of biometric cryptosystems is dealing with biometric

variability. How can the system perform successfully even when the underlying entity
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(i.e. biometric identifier) differs in the measurement space (e.g., shift in minutiae

coordinates), but is equivalent in the biometric space (e.g., the minutiae are identical

even though there is a shift in their coordinates)? Note that the inherent construction

of biometric cryptosystems relies on processing data in their own space (e.g., point lists

as in Juels and Sudan’s algorithm [25]), and not in the biometric space, complicating

the problem further.

This biometric variability can arise from (i) missing/extraneous features, (ii) un-

ordered features, (iii) misalignment of features, (iv) measurement noise, and (v) dis-

tortion in the sensed biometric. In this thesis, we aim to develop an algorithm that

is immune to these variability sources.

5.4 Architecture of the Proposed System

In this section we present our implementation of the fuzzy vault, operating on fin-

gerprint minutiae features. Note that first, we assume that fingerprints used in the

construct are pre-aligned, and then develop an automatic alignment scheme in Sec-

tion 5.7. The minutiae features are shown in Fig. 5.2 (the images are from the

IBM-GTDB [68] database). The minutiae are found using the algorithm outlined in

[23]. Note that the variability in the number and position of minutiae (cf. Section

5.3) is evident.

Fig. 5.3 shows the block diagram of the proposed fingerprint fuzzy vault system.

Note that the other realizations of fingerprint vaults (by Clancy et al. [6], and Yang

and Verbauwhede [73]) simulated the error-correction step of fuzzy vault construction,
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(a) (b)

Figure 5.2: Fingerprint images with overlaid minutiae: (a) template image (28 minu-
tiae), (b) query image (26 minutiae).

whereas our system includes actual locking/unlocking of the secret to be contained,

without resorting to any simulations.

Fig. 5.4 shows the variables used in the system pictorially: the polynomial in

Fig. 5.4(a) encodes the secret. It is evaluated at both genuine (black) and chaff (red)

points in Fig. 5.4(b). Finally, the vault is the union of genuine and chaff points with

no discriminating information (conveyed via color) attached to them.

5.4.1 Encoding

Secret S is any data that needs to be protected, but the size of S that can be feasi-

bly protected is limited by the capacity of the entity used for locking and unlocking

the vault. Currently, we use the x and y coordinates of minutiae points for lock-

ing/unlocking the vault (similar to the algorithms of Clancy et al. [6], and Yang and

Verbauwhede [73]). We first align the minutiae, namely, compensate for the transla-
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Figure 5.3: Flowchart of the proposed fuzzy fingerprint vault: (a) vault encoding, (b)
vault decoding.
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Figure 5.4: Pictorial representation of system variables: (a) polynomial, (b) eval-
uation of the polynomial (black: genuine points, red: chaff points), (c) final vault
list.

tion and rotation between template and query minutiae data. The encoding operation

secures S with fingerprint minutiae data: if a query minutiae set that is similar to

the template minutiae set is presented during decoding, it indicates the presence of

an authorized person, and S can be reconstructed accurately. Note that the vault

operation is decoupled from any backend application (e.g., encryption/decryption us-

ing S): vault is only responsible for securing S with fingerprint data. The fingerprint

template plays the role of a key. Note that this is not the key in traditional cryp-

tosystems (e.g., AES) per se: rather, it has the role of a key for a new cryptographic

construct, namely the fuzzy vault. In the current implementation, S is generated as

a 128-bit random bit stream. This can simulate securing AES symmetric encryption

keys.

Our current decoding implementation does not include any error-correction

scheme, as proposed by Juels and Sudan [25], since realizing the necessary polyno-

mial reconstruction via error-correction has not been demonstrated in the literature.

Instead, our algorithm decodes many candidate secrets (as explained below). To iden-

tify which one of these candidates is the actual secret, we need to put some structure
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into the initial secret S. By checking the validity of this structure during decoding,

the algorithm can identify whether a given candidate secret is correct or not.

Cyclic Redundancy Check (CRC) is a generalization of simple parity bit checking.

It is commonly used in communication channel applications for error detection, where

the errors are introduced due to channel noise. In our case, using incorrect minutiae

points during decoding will cause an incorrect polynomial reconstruction, resulting

in errors. In our current implementation, we generate 16-bit CRC data from the

initial secret S. Hence, the chance of a random error being undetected (i.e., failing to

identify an incorrect decoding) is 2−16. The 16-bit primitive polynomial we use for

CRC generation is called “CRC-16” and is used for EBCDIC messages by IBM [49]:

gCRC(a) = a16 + a15 + a2 + 1. (5.1)

Appending the CRC bits to the original secret S (128-bits), we construct 144-bit

data SC. From this point on, all operations take place in Galois fields with cardinality

65,536, namely GF (216): we concatenate x and y coordinates of a minutia (8-bits

each) as [x|y] to arrive at the 16-bit locking/unlocking data unit u. To account

for slight variations in minutiae data (due to nonlinear distortions), raw minutiae

data are first quantized. Namely, each minutia is translated to originate from a

square tessellation of the 2D image plane. For example, if the block size used in the

tessellation is 7, any minutiae that has an x coordinate in the range [1, 7] is assumed

to originate from the x coordinate 4. This allows for ±3 pixel variations in the x and

y coordinates of template and query minutiae. Fig. 5.5 shows this square tessellation:
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black points indicate the centers of square blocks, which determine possible values for

minutiae coordinates. Note that the tessellation covers the whole range of coordinates

possible with 8-bit representation (i.e. (x, y) ∈ {(0, 0), (0, 1), (0, 2), . . . , (255, 255)}).

 

… … 

… 

… 
7 

7 

Figure 5.5: Square tessellation used in minutiae location quantization.

SC is used to find the coefficients of the polynomial p: 144-bit SC can be repre-

sented as a polynomial with 9 (144/16) coefficients, with degree D = 8:

p(u) = c8u
8 + c7u

7 + . . . + c1u + c0. (5.2)

Simply, SC is divided into non-overlapping 16-bit segments, and each segment is

declared as a specific coefficient, ci, i = 0, 1, 2, . . . , 8. Note that this mapping method

(from SC to ci) should be known during decoding, where the inverse operation takes

place: decoded coefficients (c∗i ) are mapped back to decoded secret SC∗.
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Now, two sets composed of point pairs need to be generated. The first one, called

genuine set G, is found by evaluating p(u) on the template minutiae features (T ).

Assuming that we have N template minutiae (if we have more than N minutia,

we choose the first N sorted according to ascending u values), u1, u2, . . . , uN , we

construct the set G

G =





(u1, p(u1))

(u2, p(u2))

...

(uN , p(uN ))





. (5.3)

Note that the template minutiae, u1, u2, . . . , uN , are selected to be unique, namely,

ui 6= uk, if i 6= k, where i = 1, 2, . . . , N , k = 1, 2, . . . , N .

The second set, called the chaff set C, ensures the security of the system. As-

suming we need to add M chaff points, we first generate M unique random points,

c1, c2, . . . , cM in the field GF (216), with the constraint that they do not overlap with

u1, u2, . . . , uN :

cj 6= ui, j = 1, 2, . . . , M, i = 1, 2, . . . , N (5.4)

Then, we generate another set of M random points, d1, d2, . . . , dM , with the

constraint that the pairs (cj , dj), j = 1, 2, . . . , M do not fall onto the polynomial

p(u). The chaff set C is then
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C =





(c1, d1)

(c2, d2)

...

(cM , dM )





(5.5)

where

dj 6= p(cj), j = 1, 2, . . . , M. (5.6)

The union of these two sets, G∪C, is finally passed through a list scrambler that

randomizes the list, with the aim of removing any stray information that can be used

to separate chaff points from genuine points. This results in the vault set V S

V S =





(v1, w1)

(v2, w2)

...

(vN+M , wN+M )





. (5.7)

Note that increasing M increases the security of the system (namely, it decreases

FAR (False Accept Rate) but it also has the potential to increase FRR (False Reject

Rate)), and N is limited by the maximum number of feature points that can be

extracted from the fingerprint. Along with V S, the polynomial degree D forms the

final vault, V . Note that V can be transferred over insecure communication channels

(e.g., Internet), stored in a local computer or a smart card, etc.
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5.4.2 Decoding

Here, a user tries to unlock the vault V using the query minutiae features. Assuming

that we have N (note that this number is the same as the number of genuine template

minutiae in order to balance the complexity, e.g., measured via the number of required

access attempts to reveal the secret for genuine and imposter users) query minutiae

(Q), u∗1, u∗2, . . . , u∗N , the points to be used in polynomial reconstruction are found by

comparing u∗i , i = 1, 2, . . . , N with the abscissa values of the vault V , namely vl, l =

1, 2, . . . , (N + M): if any u∗i , i = 1, 2, . . . , N is equal to vl, l = 1, 2, . . . , (N + M),

the corresponding vault point (vl, wl) is added to the list of points to be used during

decoding. Assume that this list has K points, where K ≤ N .

Now, for decoding a degree D polynomial, (D+1) unique projections are necessary.

We find all possible combinations of (D + 1) points, among the list with size K.

Hence, we end up with




K

D + 1


 combinations. For each of these combinations,

we construct the Lagrange interpolating polynomial. For a specific combination set

given as

L =





(v1, w1)

(v2, w2)

...

(vD+1, wD+1)





, (5.8)

the corresponding polynomial is
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p∗(u) =
(u− v2)(u− v3) . . . (u− vD+1)

(v1 − v2)(v1 − v3) . . . (v1 − vD+1)
w1+

(u− v1)(u− v3) . . . (u− vD+1)

(v2 − v1)(v2 − v3) . . . (v2 − vD+1)
w2+. . .

. . . +
(u− v1)(u− v2) . . . (u− vD)

(vD+1 − v1)(vD+1 − v2) . . . (vD+1 − vD)
wD+1. (5.9)

This calculation is carried out in GF(216), and yields

p∗(u) = c∗8u8 + c∗7u7 + . . . + c∗1u + c∗0. (5.10)

The coefficients are mapped back to the decoded secret SC∗. For checking whether

there are errors in this secret, we divide the polynomial corresponding to SC∗ with

the CRC primitive polynomial, gCRC(a) = a16+a15+a2+1. Due to the definition of

CRC, if the remainder is not zero, we are certain that there are errors. If the remainder

is zero, with very high probability, there are no errors. For the latter case, SC∗ is

segmented into two parts: the first 128-bits denote S∗ while the remaining 16-bits

are CRC data. Finally, the system outputs S∗. If the query minutiae list Q overlaps

with template minutiae list T in at least (D + 1) points for some combinations, the

correct secret will be decoded, namely, S∗ = S will be obtained. This denotes the

desired outcome when query and template fingerprints are from the same finger.

Note that CRC is an error detection method, and it does not leak any information

that can be utilized by an imposter attacker (e.g., Bob). He cannot learn which one of

the polynomial projections is wrong; hence, he cannot separate genuine points from

chaff points.
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5.5 Experiments with Pre-aligned Templates

We used the IBM-GTDB [68] fingerprint database (consisting of 229 mated image

pairs with 500 dpi resolution and approximately of size 300x400) for obtaining the

results presented in this section. The minutiae coordinates are linearly mapped to

8-bit range (e.g., the values [0, 255]) for both row and column dimensions before

using them in locking/unlocking the vaults. In this database, a fingerprint expert

manually marked the minutiae in every image. Further, the expert also established the

correspondence between minutiae in mating fingerprint images (two fingerprint images

per finger). Using this database has many advantages since (i) the adverse effects of

using an automatic (and possibly imperfect) minutiae extractor are eliminated, and

(ii) minutiae correspondence has been established. Note that we specifically chose

to use such a database because it allows us to establish the upper bound on the

performance of the fuzzy fingerprint vault. In our implementation, the pre-alignment

of template and query minutiae sets is based on the correspondence marked by the

expert (for an analysis of this requirement, see Section 5.6). The translation and

rotation parameters that minimize the location error (in the least squares sense)

between the corresponding minutiae are found, and the query minutiae sets are aligned

with template minutiae sets.

We randomly generated a 128-bit secret S, and after appending the 16 CRC bits,

the resulting 144-bits were converted to the polynomial p(u) as

p(u) = 60467u8 + 63094u7 + . . . + 52482u + 11995. (5.11)
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As explained in Section 5.4.1, 144-bit data was divided into 16-bit chunks, and

each one of these chunks determined one of the 9 coefficients of p(u). A total of

229 pairs of fingerprint images (of 229 users) from the IBM-GTDB database were

used for locking and unlocking the vault with the following parameters: the number

of template and query minutiae N = 22 (selected so that the number of candidate

points will be enough for reconstruction), the number of chaff points M = 200 (the

effect of this number on the security of the method against attackers is given below),

and the block size used for quantization of minutiae x and y coordinates is 7 pixels

(determined empirically; a larger value decreases the capacity of the vault, whereas a

smaller value does not eliminate the minutiae variability).

By evaluating 9-element combinations of the candidate points, 195 out of 229

query fingerprints were able to successfully unlock the vault (which was locked by

its mated fingerprint) and recover the secret S. The remaining 34 query fingerprints

selected fewer than the required number of genuine points (i.e., less than 9) during

decoding, hence they were unable to unlock the vault. As a result, the False Reject

Rate (FRR) of the proposed system is 0.15 (=34/229), for the cited system parameters

(so, the Genuine Accept Rate is 0.85, i.e., 85%).

It was observed that, during decoding, CRC performed with 100% accuracy: it

signaled an error if and only if there was an error in the decoded polynomial.

For evaluating the corresponding False Accept Rate (FAR), we tried to unlock the

vault with fingerprint templates that were not the mates of the templates that locked

the vault. Hence, we have 228 imposter unlocking attempts for a distinct finger, and

totally 52,212 (228x229) attempts for 229 users. Note that the unlocking templates
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were first aligned with the locking templates (to avoid giving an unfair disadvantage to

imposter attempts), using the centers of mass of minutiae coordinates: the minutiae

of the unlocking template were translated in x and y dimensions until their center

of mass coincided with the center of mass of locking templates. None of the 52,212

attempts could unlock the vault. Hence, for this small database, the observed FAR is

0%. Alternatively, we can say that, since not even one false accept is observed within

52,212 attempts, FAR < 1/52212 = 0.000019).

5.6 Automatic Alignment within Fuzzy Vault

Automatic alignment of biometric templates is one of the main challenges in biomet-

ric cryptosystems. The transformed version of the template does not always allow

alignment: they either do not carry the necessary information, or the transform hides

such information. Note that during vault construction, the template minutiae (whose

coordinates are identified via variable u) are mapped to the genuine set

G =





(u1, p(u1))

(u2, p(u2))

...

(uN , p(uN ))





, (5.12)

where N = 22 in the current system. After adding chaff points (e.g., M=200), and

list scrambling, the vault set is found as
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V S =





(v1, w1)

(v2, w2)

...

(v218, w218)





. (5.13)

Now, during decoding, there is no information to separate genuine minutiae from

chaff minutiae. That is, the associated labeling, for example,

V SLabels =





genuine

chaff

genuine

chaff

chaff

...

genuine

chaff





(5.14)

is not known. Since the alignment procedure needs to work with this data (where

the template minutiae are not available to align with the query minutiae), automatic

alignment techniques (e.g., the algorithm in [23]) relying on both query (which is

available) and template minutiae (which is not available) are not applicable.

As an alternative, auxiliary (helper) data can be used to assist in alignment, but

such data can not reveal too much (i.e. enough to reconstruct the critical finger-

print template or the fingerprint image itself) information about the templates. This
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would lead to privacy problems that are intended to be addressed by the utilization

of biometric cryptosystems to begin with. Faced with these two (generally contra-

dicting) limitations (namely, (i) helper data should contain enough information to

allow alignment, and (ii) helper data should not leak critical information about the

templates), we develop a novel fingerprint alignment scheme that uses helper data.

The proposed orientation-field based helper data does not leak minutiae or texture-

related information, making it a feasible candidate for fingerprint-based biometric

cryptosystems.

5.7 Orientation Field Flow Curves (OFFC) based

Helper Data

The Orientation Field Flow Curves (OFFC) are sets of piecewise linear segments

that represent the underlying flow of fingerprint ridges [9]. They are robust to noise

arising from minutiae, islands, smudges, and cuts. These curves are obtained as

follows. Firstly, the orientation field that shows the dominant orientation (o) in each

8x8 fingerprint block is found. A flow curve with a starting point sO is then found

iteratively as

sj = sj−1 + dj ∗ lj ∗ osj−1 (5.15)

where j denotes the index of points on the curve, dj ∈ {−1, 1} is the flow direction

between sj and sj−1, lj is the length of line segment (e.g., 5 pixels) between these two
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points, and osj−1 is the orientation value at location sj−1. By tracing points in the

direction of respective orientation values, the full flow curve is obtained. Repeating

this procedure for multiple starting points s0, the set of flow curves is generated.

The maximum curvature points on these curves and the corresponding curvature

values constitute our helper data. Fig. 5.6 shows the block diagram of helper data

extraction, while Fig. 5.7 shows the input and output of the process, along with the

intermediate steps. The final helper data are shown as blue points in Fig. 5.7.

The fingerprint images are from the DB2 of FVC 2002 study [32], with size 560x296

pixels, and 569 DPI resolution. Note that for automatic alignment-based vault ex-

periments, we will be using this database with fully automatic processing (cf. ground

truth minutiae information utilized before), including minutiae extraction, alignment,

and vault decoding.

 

Estimate 
orientation field 

 Obtain flow 
curves 

Find candidate 
points 

Filter candidate 
points 

Fingerprint             
image 

Helper  
data 

Figure 5.6: Orientation Field Flow Curves (OFFC) based helper data extraction
flowchart.
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Figure 5.7: Path from fingerprint image to helper data.
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5.7.1 Curvature Estimation for OFFC

The set of points on the piece-wise linear OFF curves are used to find the maximum

curvature points locations and the actual curvature values. Namely, given a curve

OFFC1, (i) the curvature value is calculated for every point on the curve, (ii) the

point with the maximum curvature is identified, and (iii) its location and curvature

value is added to the corresponding candidate helper data CH (Fig. 5.7).

The underlying curvature estimation is based on finding the angles subtended by

multiple (5) neighbors of a point p, and a linearly weighted cosine of these angles

(Fig. 5.8):

Find curvature(OFFC1)

Input: OFFC1

Output: Curvatures for all points p ∈ OFFC1

Step 1: For a point p, calculate the angles subtended by its 1-neighbors, 2-

neighbors, 3-neighbors, 4-neighbors, and 5-neighbors (a1, a2, a3, a4, a5)

Step 2: Calculate the sub-curvature as

CAn =

√
1 + cos(an)

2
, n ∈ {1, 2, 3, 4, 5} (5.16)
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Step 3: Calculate curvature at p as

C =
[CA1 CA2 CA3 CA4 CA5].[w1 w2 w3 w4 w5]

t

(w1 + w2 + w3 + w4 + w5)
(5.17)

.

The weight vector used is

[w1 w2 w3 w4 w5]
t = [1.0 1.5 2.0 2.5 3.0]t (5.18)

.

As a result, more weight is given to points that are far from point p in the curvature

calculation. Note that 0 ≤ C ≤ 1 for all points in the OFF curve. The point with

the maximum curvature is added to candidate helper data CH for all OFF curves.

Figure 5.8: Neighbors of point p.
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5.7.2 Helper Data Filtering

The candidate helper data CH that is output by the curvature estimation routine

given above can contain outlier points (due to inexact localization of maximum cur-

vature point). Furthermore, points with very low (corresponding to points on curves

that are nearly flat) and very high curvature (corresponding to points that are too

spiky) should be filtered. This filtering operation results in the final helper data, H

(Fig. 5.7) that is either stored with the vault (HE) or utilized during vault decoding

(HQ):

Filter candidates(CH)

Input: CH

Output: H

for (point p, p ∈ CH)

if(C ≤ 0.2 or C ≥ 0.8 or (p is further from 15 pixels from its neighbors))

do not use p

elseif

keep p

endif

endfor
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Fig. 5.9 shows the helper data extraction for sample template and query finger-

prints.

 
 
                     Template 
 

                                              
 
 
                           Query 
              

                                

      Helper Data 
 
 0.206       114       100 
 0.210       118       101 
 0.257       125       102 
     .              .        . 
     .              .          .  
 0.464        148      125 
 0.556        153      129 
 0.718        156      126 

 0.203       171       77 
 0.201       176       79 
 0.207       180       77 
     .              .        . 
     .              .          .  
 0.503        210      106 
 0.547        211      105 
 0.573        211      107 

Figure 5.9: Extracting helper data from enrollment template (during vault encoding)
and from query (during vault decoding).
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5.8 Iterative Closest Point (ICP) based Alignment

The helper data that are extracted as explained above are used in the fuzzy finger-

print vault system as follows:

(i) Vault encoding: the helper data, HE , associated with the enrollment finger-

print E (that is used for vault encoding) is saved along with the vault, V .

(ii) Vault decoding: the helper data, HQ , extracted from the query fingerprint

and HE are used as inputs to the Iterative Closest Point (ICP) based alignment rou-

tine summarized below. As output, TQ/E , which is a representation of the query

minutiae template TQ aligned with respect to the enrollment template TE , is gener-

ated and used for vault decoding.

The feature-weighted ICP algorithm [58] employed in this thesis is a modification

of the generic ICP method of Besl and McKay [3] (the details are given in Section

5.8.1 below):

ICP align(HE, HQ, TQ, α)

Input: HE , HQ, TQ, α

Output: TQ/E
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Step 1: Estimate the initial transformation between HQ and HE : The center of

mass of maximum curvature points in HQ is translated so that it coincides with the

center of mass of points in HE . Translate TQ accordingly.

Step 2: Iterate until convergence (or a maximum number of iterations

(MAX ITER) is reached)

• Compute the set of correspondences between points in HQ and HE :

Find the distance between a point in HE (ie. pi
E = (ri

E , ciE , Ci
E) , denoting

the row index, column index and the curvature value for a maximum curvature

point, respectively) and a point in HQ (ie. pi
Q = (ri

Q, ciQ, Ci
Q)) as

dist(pi
E , pi

Q) =
√

(ri
E − ri

Q)2 + (ciE − ciQ)2 + α ∗ abs(Ci
E − Ci

Q) (5.19)

where the weight parameter α modulates the contribution of curvature based

distance (second term) with respect to the Euclidean distance (first term).

• Compute the transformation that minimizes the mean square error between

paired points. Apply the transformation to HQ and TQ. Use TQ during vault

decoding.

We have used the mean distance between corresponding points (MEAN DIST )

as the metric for convergence: if MEAN DIST does not change between successive

iterations, or if the number of iterations exceeds MAX ITER = 200, the algorithm

terminates.

137



5.8.1 Minimizing the Objective Function in ICP

Here, we summarize the original formulation of Besl and McKay [3] for finding the

transformation to minimize the objective function.

The unit quaternion is a 4-tuple

~qR = [q0 q1 q2 q3]
t (5.20)

, where q0 ≥ 0 and q2
0 + q2

1 + q2
2 + q2

3 = 1. The rotation matrix R corresponding to

~qR is

R =



q2
0 + q2

1 − q2
2 − q2

3 2(q1q2 − q0q3) 2(q1q3 + q0q2)

2(q1q2 + q0q3) q2
0 + q2

2 − q2
1 − q2

3 2(q2q3 − q0q1)

2(q1q3 − q0q2) 2(q2q3 + q0q1) q2
0 + q2

3 − q2
1 − q2

2



(5.21)

.

Denoting the translation vector ~qT as

~qT = [q4 q5 q6]
t (5.22)

, the final transformation (composed of rotation and translation) vector can be written

as ~q = [~qR|~qT ]t. Let P = {~pi} and X = {~xi} denote the point sets to be aligned.

Note that for clarity it is assumed that P and X are ordered such that each point

pi corresponds to xi with the identical index, and the set cardinality is the same,

namely, Nx = Np. The objective function to be minimized is
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f(~q) =
1

Np

Np∑

i=1
‖~xi −R(~qR)~pi − ~qT ‖2 (5.23)

.

The centers of mass for point and model sets are given by

~µp =
1

Np

Np∑

i=1
~pi (5.24)

and

~µx =
1

Nx

Nx∑

i=1
~xi (5.25)

, respectively. Then, the cross-covariance matrix Σpx is

Σpx =
1

Np

Np∑

i=1
[(~pi − ~µp)(~xi − ~µx)t] (5.26)

.

The cyclic components of the anti-symmetric matrix A = (Σpx − Σt
px) forms the

column vector ∆ = [A23 A31 A12]
t, which in turn generates the symmetric 4x4

matrix Q(Σpx) as

R =



tr(Σpx) ∆t

∆ Σpx + Σt
px − tr(Σpx)I3


(5.27)

, where I3 is the identity matrix. The unit eigenvector corresponding to the maximum

eigenvalue of the matrix Q(Σpx), namely
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~qR = [q0 q1 q2 q3]
t (5.28)

determines the optimal rotation matrix R using Eq. 5.21. Finally, the optimal

translation vector is found by

~qT = ~µx −R(~qR)~µp (5.29)

which completes the calculation of total transformation composed of rotation and

translation.

5.9 Multiple ICP Applications and Helper Data

Clustering

As explained above, the parameter α in Eq. 5.19 modulates the contribution of

curvature-based distance with respect to the Euclidean distance in the ICP algorithm:

higher α values increase the effect of curvature (hence, more appropriate when the

Euclidean distances are unreliable, e.g., due to noisy helper data points). Accord-

ingly, no single α value is found to be optimal for all the fingerprints. Hence, our

algorithm uses multiple (3 in the current implementation) α values (α ∈ 100, 150, 400)

successively, if the vault can not be opened with the chosen α value.

We often observe that the helper data has two strong clusters (one above the

core, one below the core). This is especially true for the whorl class of fingerprints.

Applying ICP to the conglomerate data is not logical when one of clusters is missing
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from either enrollment or template helper data. This clustering is done using the

Euclidean distances between neighboring points in the helper data set: if this distance

distance between two points is larger than 30 pixels, a new cluster is formed. So, now

the ICP algorithm is applied to pairs of individual clusters in helper data HQ and

HE .

This modified ICP-based decoding routine is given below, where S is the secret

key, extracted from vault V :

Vault decode(HE, HQ, TQ, V )

Input: HE , HQ, TQ, V

Output: S or NULL

for (α ∈ {100, 150, 400})

for (cluster CLE in HE)

for (cluster CLQ in HQ)

Call ICP: ICP align(CLE, CLQ, TQ, α)

if (vault opens)

output S, exit

elseif

continue

endif

endfor
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endfor

endfor

Fig. 5.10 shows this alignment process pictorially for the previously presented

template and query fingerprints in Fig. 5.9.

5.10 Experiments and Results: Automatically

Aligned Templates

In this section, we present the vault performance when the aforementioned alignment

scheme is employed. Note that previously presented results (pertaining to pre-aligned

templates when the minutiae correspondances are known) can be thought of as part

of an ideal (perfect) but unrealistic environment. As a result, the realistic scenario

employed henceforth (namely, automatic alignment of templates using the helper

data) is more applicable, but its performance is bounded from above by that of the

ideal scenario.

We have used DB2 database of FVC 2002 study [32], with image sizes of 560x296

pixels, and 569 DPI resolution (sample images are shown above). It contains 8 impres-

sions for each of 100 distinct fingers. For vault processing, a block size of 11 pixels (to

accommodate imperfect -automatic- alignment and the increase in fingerprint resolu-

tion), and 24 genuine points (to account for imperfect -automatic- minutiae extractor)

dispersed among 200 chaff points are used. All other parameters are the same as given
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Figure 5.10: Aligning query using helper data.
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before.

When 2 impressions per finger (impression number 1 for locking the vault, and

impression number 2 for unlocking the vault) are used, with the above proposed

automatic alignment scheme, the Genuine Accept Rate (GAR) is found to be 72.6%

with no false accepts, e.g, FAR = 0%. Note that 16% of the fingers was rejected

since they did not have enough (24) minutiae for locking or unlocking the vault. Like

before, genuine access attempts occurred when the fingerprint impressions locking

and unlocking the vault were from the same finger; false access attempts occurred

when they were from different fingers. Using two impressions (impression numbers 2

and 7 in DB2) for decoding the vault improves the recognition performance; the GAR

is increased to 84.4%, with no false accepts. The false rejects were due to (i) errors in

helper data (7 fingers), (ii) poor quality images where reliable helper data could not

be extracted (4 fingers), and (iii) number of common minutiae between locking and

unlocking prints is less than the required number (2 fingers). Note that majority of

these errors can be eliminated with increased user cooperation and habituation. We

must also point out that the failure to enroll rate for fingerprint biometric can be as

high as 4% [34]: namely, nearly 4% of the population may not generate acceptable

fingerprint images (either during vault encoding or decoding) with current sensors.

Hence, the figures that we cite above implicitly assume that acceptable fingerprints

can be acquired (ie., for approximately 96% of the population).

The proposed helper data does not leak any information about the minutiae in-

formation used for locking and unlocking the vault. The helper data is extracted

from the global flow of orientation field. On the other hand, the minutiae are local
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the discontinuities in the structure of ridges, and there is no way to learn minutiae

features from the public helper data (cf. Fig. 5.10 shows the helper data overlaid

with the critical minutiae information).

5.11 Summary

After exploring the characteristics of the cryptographic construct called fuzzy vault,

we presented the results of its actual implementation using fingerprint minutiae data,

without resorting to simulating the error-correction step. The vault performs as

expected (namely, the genuine users can unlock the vault with acceptable accuracy,

and the complexity of attacks that can be launched by imposter users is high). It is

shown that 128-bit AES keys can be feasibly secured using the proposed architecture,

and the helper data based alignment scheme performs reasonably well, considering

the small amount of data used for alignment and the criteria for not leaking critical

information outside the vault.

The proposed helper data, based on orientation field of fingerprints, is robust to

several noise sources that can affect image quality (e.g., scars, bruises). Further,

utilizing maximum curvature information (invariant to translation and rotation of

fingerprints) of the curves originating from orientation field inside a variant of Iterative

Closest Point (ICP) based alignment routine achieves reasonable alignment accuracy.
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Chapter 6

Conclusions and Future Work

6.1 Research Contributions

Security analysis of biometric systems is an important yet challenging problem, due to

the complexity of the algorithms in such systems (e.g., feature extractor and matcher).

As an increasing number of these systems are being deployed in both commercial and

government applications, a thorough analysis of this challenge becomes necessary. In

this thesis, we address four specific instances of this problem:

Firstly, a hill-climbing based attack system against fingerprint matchers was devel-

oped. Utilizing the matching score to gradually improve synthetic templates, it was

able to effectively bypass the security afforded by a minutiae-based fingerprint ver-

ification system. Utilization of fingerprint class prior probabilities, spatial minutiae

presence probabilities, and class-based orientation fields contributed to the effective-

ness of the attacker by decreasing the number of required access attempts to reach

templates that mimic the actual target templates. We proposed a score masking
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procedure to decrease the feasibility of this attack: by eliminating the correlation be-

tween the controlled changes the attacker introduces to the synthetic templates and

the returned matching scores, it is shown that a valid minutiae template can not be

synthesized.

Secondly, we proposed watermarking techniques to increase the security of bio-

metric templates: the associated application scenarios included: (i) transferring fin-

gerprint templates over an insecure communication channel and (ii) increasing the

security of image-based templates (e.g., fingerprint, face) by actually embedding one

biometric into another. The proposed spatial-domain technique included image adap-

tivity and host image analysis to modulate the amount of change due to watermarking.

We were able to extract the embedded information with 100% accuracy. Further, it

is shown that the fingerprint verification accuracy is preserved with the proposed

system.

Thirdly, fingerprint matching is integrated into a multimedia content distribution

framework. Based on layered encryption/decryption using fingerprints as keys, the

proposed scheme eliminates the feasibility of illegal key sharing, which hampers the

content protection schemes based solely on traditional keys. To accommodate the

intra-class variability of fingerprint templates, we devised a novel file transfer scheme

that allowed us to generate repeatable keys. Utilizing widely available cryptographic

modules such as AES and MD5, it was shown that multimedia files can be feasibly

secured using the proposed system.

Finally, a biometric cryptosystem making use of fingerprints was developed. Merg-

ing the advantages of biometrics (user-friendliness) and cryptography (theoretical and
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practical security), such systems are shown to be good candidates for addressing the

security and privacy issues related to biometric templates. Based on the cryptographic

construct called fuzzy vault, we developed techniques to successfully contain 128-bit

secrets using fingerprint minutiae. It was shown that helper data based alignment

scheme performs well, considering the small amount of data used for alignment and

the criteria for not leaking critical information outside the vault. The proposed helper

data based on orientation field of fingerprints is immune to several noise sources that

can affect image quality. Further, utilizing maximum curvature information (invariant

to translation and rotation of fingerprints) of the curves originating from orientation

field inside a variant of Iterative Closest Point (ICP) based alignment routine achieved

reasonable alignment accuracy.

6.2 Future Research

We conclude this thesis by elaborating on possible techniques that can be used to

expand the research presented here:

1. The hill-climbing based attack system was shown to be quite feasible. It was

able to synthesize the templates that mimic the real-world templates closely.

The attack system can be improved to decrease the number of required access

attempts even further. For example, the co-occurrence probabilities of minu-

tiae that are spread over the entire image plane can be used. This may help in

synthesizing the template faster since, with the incorporation of every minutia

into the synthesis, the probability densities for all successive minutiae change.

148



Further, the proposed system can act as a precursor to the fingerprint image syn-

thesis algorithms (e.g., Ross et al.’s [54]) that aim to generate fingerprint image,

given the secret minutiae template. Our algorithm can synthesize that minu-

tiae template, and the aforementioned algorithm can create the corresponding

fingerprint image.

2. In order to address illegitimate template modifications, the current watermark-

ing scheme can be combined with a fragile scheme: a fragile scheme can detect

and localize changes to the template. The proposed watermarking algorithm

functions as the carrier of watermark data, such as the template origin. Further,

as with any watermarking scheme, encryption can be used on the watermarked

templates to increase the security even further.

3. The proposed multimedia content distribution framework can benefit from cryp-

tographic architectures designed solely for multimedia data. Such architectures

(though less secure than the currently used AES symmetric system) make use

of characteristics of multimedia data, such as redundancy, to encrypt only parts

of the data. As a result, encryption and decryption times can be decreased con-

siderably. Also, the proposed framework can be combined with a watermarking

scheme for multimedia data. As a result, the proposed encryption routine can

guarantee security until the multimedia data is played, and watermarking can

provide security even when the data is played (e.g., by eliminating the possibility

of a pirate recording the video of a movie played on the monitor).

4. Incorporating error-correction schemes into the fingerprint-based fuzzy vault
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system has the potential to decrease the vault decoding times. However, meth-

ods to achieve this within the critical automatic alignment methodology is a

challenge. Errors originating from chaff points and errors originating from im-

perfect alignments need to be taken care of individually, but there is no way to

label the errors without accessing the original database template.

New helper data constructs can be used for alignment purposes, for example,

ridge curves can assist the maximum curvature-based current scheme. As long

as the helper data can be guaranteed to not leak critical information about

the vault (or the associated fingerprint), using additional data will increase

the alignment accuracy, hence increasing vault decoding performance (but with

possible size limitations for resource constrained devices such as smart cards).

Even simple alignment schemes (e.g., based on core points) can work in tandem

with the proposed scheme when applicable (e.g., when a core can be localized

with high fidelity).

The fundamental problem of biometric cryptosystems, namely, how to per-

form biometric matching when the biometric templates are transformed into

the cryptographic domain that does not allow traditional biometric operations

(e.g., filtering, enhancement, alignment, matching) will continue to be a chal-

lenging problem for the years to come. However, improvements in accuracy (via

cryptographic architectures designed with biometric data considerations) and

speed (hardware implementation of algorithms) are needed.
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